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**Lectiile si tutorialele din acest curs JavaScript sunt gratuite** si se adreseaza in special incepatorilor in web development si programare site-uri web.  
Incepe cu lucrurile de initiere si de baza ale programarii JavaScript, instructiuni, cod si exemple simple, continuand cu elemente mai complexe, obiecte JavaScript, evenimente, functii, clase, si altele.

# intaxa JavaScript
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### Adaugarea JavaScript intr-o pagina HTML

Codul JavaScript se adauga in paginile web folosind elementul HTML: **<script> </script>**.  
In interiorul etichetei **<script> ... </script>** se scrie codul JS.  
Pentru scrierea si executarea programelor JavaScript avem nevoie de un editor simplu de texte (cum ar fi Notepad++) si un browser (ex. Mozilla Firefox, Google Chrome).  
  
Putem, de asemenea, sa introducem instructiunile JavaScript intr-un alt fisier, extern, care va avea extensia "**.js**", pentru editarea acestui fisier este nevoie la fel de un editor simplu de texte. Avantajul fiind ca putem folosi acelasi cod in mai multe pagini HTML si in cazul necesitatii unei modificari in codul JavaScript, modificam doar datele dintr-un singur fisier (cel cu extensia ".js").  
In cazul in care codul JavaScript se afla intr-un fisier extern, eticheta **<script>** din pagina HTML va trebui sa contina atributul "**src**" a carui valoare e locatia fisierului in care se afla codul JavaScript.  
- In fisierul extern cu extensia "js" nu trebuie sa scriem eticheta "<script>", scriem direct instructiunile scriptului.  
  
Iata un exemplu de script JavaScript scris in interiorul unei pagini web (HTML):

<!DOCTYPE html>

<html>

<head>

<title>Title</title>

</head>

<body>

<h3>Continut HTML ..</h3>

<script>

document.write('Textul afisat cu document.write() din JS.');

</script>

</body>

</html>

Incercati codul

Instructiunea **document.write** este folosita pentru a tipari ceva in pagina.  
  
Daca dorim sa incarcam scriptul dintr-un fisier extern (de exemplu "*cod.js*"), codul nostru in documentul HTML va arata astfel:

<!DOCTYPE html>

<html>

<head>

<title>Title</title>

</head>

<body>

<h3>Continut HTML ..</h3>

<script async src='cod.js'></script>

</body>

</html>

*Atributul "****async****" specifica incarcarea script-ului in mod asincron; adica, restul codului din pagina continua sa se incarce, fara a fi intrerupt de scriptul din 'cod.js' (e necesar cand instructiunile din script incarca alte fisiere externe, cum ar fi imagini, multiedia, etc.).*

- Iar fisierul "cod.js" va contine:

document.write('Textul afisat cu document.write() din JS.');

Rezultatul afisat in pagina web va fi acelasi ca-n exemplu anterior.

### Comentarii in codul JavaScript

Comentariile in interiorul codului sunt necesare cand dorim sa specificam rolul anumitor functii si variabile, pentru o mai usoara intelegere ulterioara a scriptului.  
Pentru a adauga un comentariu, pe o singura linie, in interiorul codului, incepem scrierea acestuia cu succesiunea //.  
Daca dorim sa scriem comentarii pe mai multe randuri, se foloseste /\* la inceputul comentariului si \*/ la sfarsitul acestuia.

<script>

// Comentariu pe o singura linie

let var1 ='MarPlo.net';

/\*

Comentarii pe mai multe linii

Alt rand,

Viata e stare de Fericire, Bucurati-va

\*/

var var2 ='Happiness';

</script>

### Conventii de sintaxa

In orice limbaj, scrierea are conventii si reguli de sintaxa. Chiar si scrierea în limba româna are regulile ei de sintaxa: orice propozitie incepe cu litera mare, se termina cu un semn de punctuatie, etc.! La fel si limbajele de programare au regulile si sintaxa lor.  
In continuare vor fi prezentate regulile de sintaxa din limbajul JavaScript.

1. **Case-sensitive** - se face diferenta intre literele mari si mici, astfel cuvinte precum "exemple, Exemple" vor fi tratate diferit.
2. **Punct si virgula (;)** - Declaratiile /liniile de cod trebuie sa se termine cu un caracter "punct si virgula" (;).  
   Exemplu:
3. var1 = 8; var2 ='abc';

var3 ='JavaScript';

1. **Spatiile libere** - JavaScript ignora spatiile libere, tab-urile si liniile libere care apar în instructiuni, acestea sunt utile pentru a face codul mai bine structurat si usor de citit. Recunoaste doar spatiile care apar în string-uri (sirurile de caractere).  
   Exemplu:
2. var1 = 'Tutorial JS' ;
3. // E la fel cu

var1='Tutorial JS';

1. **Ghilimelele** - Ghilimelele simple ('') si duble ("") sunt folosite pentru a delimita sirurile de caractere (string). (Exemplu: "Invat JavaScript" sau '*String JavaScript*' ).
2. **Caractere speciale** - cand scriem scripturi, apare necesitatea de a folosi in cod sau in datele de iesire, un caracter specia, sau o linie noua. Pentru aceasta folosim caracterul backslash "\" in fata unuia din codurile Escape , astfel :
   * **\b** - backspace  
     **\f** - indica o pagina noua  
     **\n** - linie noua  
     **\r** - indica un retur de car  
     **\t** - indica spatiu de tasta TAB  
     **\\** - caracter backslash  
     **\'** - indica un apostrof (ghilimele simple)  
     **\"** - indica ghilimele duble
   * De exemplu, daca dorim sa afisam un text, folosind **document.write()**, iar acel text trebuie sa contina ghilimele si caracter backslash "\", si anume textul (*Curs "JavaScript" \ MarPlo.net*), pentru a nu "deruta" scriptul in interpretarea codului, deoarece ghilimelele si backslash fac parte din sintaxa, adaugam **\** in fata acestor caractere din interiorul sirului. Comanda de afisare a sirului va fi astfel:

document.write("Curs \"JavaScript\" \\ MarPlo.net");

1. **Numele variabilelor si functiilor** - numele dat variabilelor si functiilor trebuie sa respecte urmatoarele reguli:
   * - primul caracter trebuie sa fie o litera, un caracter de subliniere (\_) sau semnul $.  
     - primul caracter nu poate fi un numar.  
     - numele nu trebuie sa contina spatii libere.  
     - nu se folosesc cuvinte rezervate, care fac parte din limbajul JavaScript (cum sunt "array", "status", "alert", "script"), deoarece interpretorul programului nu va face diferenta intre aceste nume si comenzile JavaScript cu aceleasi nume.

# Definire Variabile si Constante
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* [Tipuri de valori si Variabile](https://marplo.net/javascript/definire-variabile-constante" \l "hshtv" \o "Tipuri de valori si Variabile)
* [Definire si utilizare Constante](https://marplo.net/javascript/definire-variabile-constante" \l "hshdc" \o "Definire si utilizare Constante)

In aceasta lectie veti invata despre variabile si constante, elemente de baza ale programari, care sunt necesare pentru a scrie un script. Aceste elemente sunt similare cu cele din PHP si alte limbaje de programare.

### Definire si utilizare variabile

Variabilele sunt nume stocate in memorie la care se atribue /memoreaza diferite date.  
In JavaScript variabilele se pot defini folosind declaratia: **var** sau **let**.

**var name ='Value';**

**//Sau**

**let name ='Value';**

- Unde 'name' este numele variabilei, iar 'Value' este valoarea atribuita.  
  
Variabilele se folosesc specificand numele lor, si rezulta valoarea care este atribuita.

<script>

let tjs = 'Tutorial JavaScript - Variabile';

document.write(tjs);

</script>

Incercati codul

#### Diferenta dintre var si let

Cu **var** se definesc variabile Globale, valabile in tot scriptul si care pot fi apelate si modificate in alte sectiuni (corpuri separate) din script; sau Locale, valabile in corpul functiilor.  
Declaratia **let** permite definirea de variabile care sunt limitate la sectiunea /scopul, expresia unde au fost definite.  
  
- Se poate intelege diferenta dintre 'var' si 'let' din aceste doua exemple similare.  
1. Exemplu cu "let":

<script>

let xn = 1;

if(xn ==1){

let xn =2;

}

document.write(xn); // 1

</script>

Incercati codul

2. Exemplu cu "var":

<script>

var xn = 1;

if(xn ==1){

var xn =2;

}

document.write(xn); // 2

</script>

Incercati codul

#### Tipuri de valori si Variabile

Sunt mai multe tipuri de date care se pot atribui la variabile. Tipul valorii adaugate determina tipul variabilei.

* **string (sir)** - Valori de tip text, adaugate intre ghilimele simple sau duble.

var x = 'Site MarPlo.net';

* **number** - Numere intregi sau cu zecimale.
* var x = 8;

var y = 7.95;

* **booleen** - Valoarea **true** sau **false**.
* var x = true;

var y = false;

* **array** - Mai multe valori ordonate cu index numeric.
* let x = ['ab', 78, 'xy'];

alert(x[1]); // 78

* **object** - Un obiect de date care poate contine proprietati si functii.

var x = {prop1:'ab', p2:78};

* **function** - O functie, care poate returna o valoare (cu return).
* var fun = function(){
* return 'Value';

};

* **undefined** - Variabila declarata fara vreo valoare.

let x;

* **null** - Valoare nula, anulata.

var x = null;

In JavaScript tipul unei variabile poate fi schimbat pe parcursul codului.

<script>

var x; //acum e undefined

x = 5; //acum e number

document.write(x);

x = '<h4>MarPlo</h4>'; //acum e string

document.write(x);

</script>

Incercati codul

### Definire si utilizare Constante

Constante se definec cu declaratia: **const**.  
Spre deosebire de variabile, valoarea unei constante nu poate fi schimbata si nu poate fi redeclarata, valoarea lor ramane aceeasi, fixa.

const X = 'MarPlo';

//schimband valoarea, rezulta eroare in consola

X ='abc';

//redeclarare, rezulta eroare in consola

const X = 123;

Ca si variabilele, constantele se folosesc specificand numele lor, si rezulta valoarea care este atribuita.

<script>

const TJC = 'Tutorial JavaScript - Constante';

document.write(TJC);

</script>

# Operatori in JavaScript

## Curs Javascript
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* [Operatori de atribuire](https://marplo.net/javascript/operatori.html" \l "hshoa" \o "Operatori de atribuire)
* [Operatori de comparare](https://marplo.net/javascript/operatori.html" \l "hshoc" \o "Operatori de comparare)
* [Operatori logici](https://marplo.net/javascript/operatori.html" \l "hshol" \o "Operatori logici)
* [Operator de concatenare pentru siruri](https://marplo.net/javascript/operatori.html" \l "hshocs" \o "Operator de concatenare pentru siruri)
* [Operatorul conditional (Ternary)](https://marplo.net/javascript/operatori.html" \l "hshoct" \o "Operatorul conditional (Ternary))
* [Precedenta operatorilor](https://marplo.net/javascript/operatori.html" \l "hshpo" \o "Precedenta operatorilor)

Operatorii se folosesc pentru a manipula, combina si modifica datele dintr-un program sau script. Acestia sunt de mai multe feluri, in aceasta lectie sunt prezentati **tipurile de operatori folositi in JavaScript**.

### Operatori aritmetici

Operatorii aritmetici sunt principalii operatori folositi cu numere, acestia efectueaza operatiile aritmetice cunoscute:

|  |  |
| --- | --- |
| **Operator** | **Exemplu** |
| **Adunare: +** | let a = 8;  let b = 3;  document.write(a + b); // 11  Incercati codul |
| **Scadere: -** | let a = 8;  let b = 3;  document.write(a - b); // 5  Incercati codul |
| **Inmultire: \*** | let a = 8;  let b = 3;  document.write(a \* b); // 24  Incercati codul |
| **Impartire: /** | let a = 9;  let b = 3;  document.write(a / b); // 3  Incercati codul |

Pe langa acesti patru operatori, in programare sunt folositi inca trei operatori aritmetici:

|  |  |
| --- | --- |
| **Operator** | **Descriere /Exemplu** |
| **Modul: %** | - Determina restul impartirii a doua numere.  let a = 8;  let b = 3;  document.write(a % b); // 2  Incercati codul |
| **Incrementare: ++** | - Creste valoarea cu o unitate.  let a = 9;  a++;  document.write(a); // 10  Incercati codul |
| **Decrementare: --** | - Scade valoarea cu o unitate.  let a = 9;  a--;  document.write(a); // 8  Incercati codul |

### Operatori de atribuire

Operatorul de atribuire actioneaza de la dreapta la stanga; se evalueaza operandul din dreapta iar valoarea se atribuie variabilei din stanga semnului "=".

|  |  |
| --- | --- |
| **Operator** | **Exemplu** |
| **=** | let a = 8;  document.write(a); // 8  Incercati codul |
| **+=** | let a = 8;  a += 3; //La fel cu: a = a+3  document.write(a); // 11  Incercati codul |
| **-=** | let a = 8;  a -= 3; //La fel cu: a = a-3  document.write(a); // 5  Incercati codul |
| **\*=** | let a = 8;  a \*= 3; //La fel cu: a = a\*3  document.write(a); // 24  Incercati codul |
| **/=** | let a = 84;  a /= 4; //La fel cu: a = a/4  document.write(a); // 21  Incercati codul |
| **%=** | let a = 8;  a %= 3; //La fel cu: a = a%3  document.write(a); // 2  Incercati codul |

### Operatori de comparatie

Operatorii de comparatie se folosesc pentru a evalua doua valori pe care le compara. Raspunsul poate fi TRUE sau FALSE.

*Un operator de comparatie des folosit este operatorul de egalitate, reprezentat prin doua semne egal "==". Este diferit de simplul "=" (acesta atribuie o valoare).  
Operatorul '==' compara doua valori determinand daca acestea sunt identice, adica egale ca valoare.*

- Lista cu operatorii de comparare:

|  |  |
| --- | --- |
| **Operator** | **Descriere /Exemplu** |
| **==** | - Egalitate ca valoare.  let a = '4'; //string  let b = 4; //number  document.write( (a == b) ); //true  Incercati codul |
| **===** | - Identic, egal ca valoare si ca tip de date.  let a = '4'; //string  let b = 4; //number  document.write( (a === b) ); //false  Incercati codul |
| **!=** | - Inegalitate ca valoare.  let a = 9;  let b = 4;  document.write( (a != b) ); //true  Incercati codul |
| **!==** | - Inegalitate ca valoare sau ca tip de date.  let a = 4;  let b = 4;  document.write( (a !== b) ); //false  Incercati codul |
| **>** | - Mai mare.  let a = 9;  let b = 4;  document.write( (a > b) ); //true  Incercati codul |
| **<** | - Mai mic.  let a = 9;  let b = 4;  document.write( (a < b) ); //false  Incercati codul |
| **>=** | - Mai mare sau egal.  let a = 4;  let b = 4;  document.write( (a >= b) ); //true  Incercati codul |
| **<=** | - Mai mic sau egal.  let a = 5;  let b = 4;  document.write( (a <= b) ); //false  Incercati codul |

### Operatori logici

Similar cu operatori de comparatie, operatorii logici compara doua expresii si returneaza TRUE sau FALSE.

|  |  |
| --- | --- |
| **Operator** | **Descriere /Exemplu** |
| **&&** | - Denumit AND (Si), compara doua expresii si returneaza TRUE daca amandoua sunt adevarate, in caz contrar returneaza FALSE.  var x = 9;  var y = 4;  document.write( (x>7 && y<8) ); //true  Incercati codul |
| **||** | - Denumit OR (sau), compara doua expresii si returneaza TRUE daca cel putin una din ele este adevarata, in caz contrar returneaza FALSE.  var x = 9;  var y = 4;  document.write( (x>12 || y<8) ); //true  Incercati codul |
| **!** | - not, este operator unar, foloseste o singura expresie si returneaza TRUE daca expresia este falsa, daca expresia este adevarata returneaza FALSE.  var x = 9;  var y = 9;  document.write( !(x == y) ); //false  Incercati codul |

### Operator de concatenare pentru siruri

Operatorul de concatenare (unire) pentru siruri este caracterul plus (+). Acesta uneste doua siruri, iar rezultatul este tot un sir.  
- Exemplu:

let str1 ='Site: ';

let str2 ='MarPlo.net';

document.write(str1 + str2); //Site MarPlo.net

Incercati codul

Daca operatorul de concatenare se foloseste cu un numar si un sir, rezultatul e un sir cu cele doua valori unite.  
- Exemplu:

let x = 8; //number

let y ='9' //string

document.write(x + y); //89

Incercati codul

### Operatorul conditional (Ternary)

Operatorul conditional (denumit si Ternary) atribuie o valoare unei variabile pe baza unei conditii.  
Sintaxa de folosire

**variabila = (conditie) ? val1 :val2**

- Se evalueaza conditia, daca este adevarata atunci variabila ia valoarea 'val1', altfel ia valoarea 'val2'.  
Iata un exemplu:

let age = 17;

let copt = (age < 18) ? 'Tanar' :'Matur';

document.write(copt); // Tanar

Incercati codul

### Precedenta operatorilor

Cand in expresii se folosesc mai multi operatori, JavaScript tine cont de precedenta (importanta) predefinita a fiecarui operator.  
Precum in aritmetica, intr-o ecuatie cu adunare si inmultire ( 2+3\*4 ), daca nu sunt paranteze, se executa intai inmultirea, aceasta avand precedenta superioara fata de adunare. La fel e si cu operatorii in programare.  
Daca apar mai multi operatori cu aceeasi precedenta, JavaScript ii va evalua de la stanga spre dreapta.  
In tabelul urmator sunt prezentati operatorii in ordinea precedentei lor, unde operatorii din partea de sus a tabelului au precedenta maxima:

|  |  |
| --- | --- |
| **Operator** | **Nume operator** |
| **()** | de grupare |
| **!   ++   --** | de negare, incrementare, decrementare |
| **\*   /   %** | de inmultire, impartire |
| **+   -** | de adunare, scadere |
| **<   <=   >   >=** | de comparatie |
| **==   !=** | de egalitate |
| **&&** | SI logic |
| **||** | SAU logic |
| **? :** | conditional /Ternary |
| **=   +=   -=   \*=   /=   %=** | de atribuire |

# nstructiuni conditionale if() else, switch

## Curs Javascript
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* [Instructiunea if().. else](https://marplo.net/javascript/instructiuni_conditionale.html" \l "hshie" \o "Instructiunea if.. else)
* [Instructiunea else if()](https://marplo.net/javascript/instructiuni_conditionale.html" \l "hshei" \o "Instructiunea else if())
* [Instructiunea switch](https://marplo.net/javascript/instructiuni_conditionale.html" \l "hshis" \o "Instructiunea switch)

Cu ajutorul instructiunilor conditionale putem face programele sa testeze diferite conditii dupa care sa decida datele care vor fi executate.  
In Javacript sunt urmatoarele instructiuni conditionale:

* **if()** - executa comenzile dorite cand o conditie este adevarata.
* **if().. else** - executa anumite comenzi cand o conditie este adevarata si alte comenzi cand aceasta este falsa.
* **if().. else if()** - executa comenzile dorite cand prima conditie e adevarata sau alte comenzi cand aceea e falsa si urmatoarea e adevarata.
* **switch().. case** - selecteaza care comanda va fi executata in functie de valoarea unei variabile.

### Instructiunea if()

Sintaxa:

**if(conditie){**

**//Codul care va fi executat daca este adevarata conditia**

**}**

- Unde 'conditie' poate fi orice expresie logica.  
Daca rezultatul conditiei este TRUE se executa codul dintre acolade, in caz contrar, cand conditia returneaza FALSE, se trece peste acest cod.  
  
- Exemplu, urmatorul script afiseaza "Buna ziua" daca ora este mai mare decat 11.

<script>

// daca ora > 11, va scrie in fereastra: Buna ziua

let ora = 12;

if(ora >11){

document.write('<h4>Buna ziua!</4>');

}

</script>

Incercati codul

### Instructiunea if().. else

In exemplul anterior am vazut ca este afisat "Buna ziua" daca ora > 11, iar in caz contrar nu se intampla nimic.  
Folosind instructiunea "**if().. else**" putem stabili comenzi care sa fie executate cand conditia instructiunii "if" este FALSE.  
  
Sintaxa:

**if(conditie){**

**//codul care va fi executat daca este adevarata conditia**

**}**

**else {**

**//codul care va fi executat daca conditia este falsa**

**}**

- Unde 'conditie' poate fi orice expresie logica.  
Daca rezultatul conditiei este TRUE se executa codul dintre primele acoladele, care apartin de "if", in caz contrar, cand conditia returneaza FALSE, sunt executate comenzile din a doua grupa de acolade (de la else).  
  
- Iata un exemplu practic. Urmatorul script afiseaza "Buna ziua" daca ora este mai mare decat 11, in caz contrar afiseaza 'Este ora ...'  
Se foloseste obiectul **Date()** care determina data si ora curenta (va fi explicat mai amanuntit in alta lectie).

<script>

// daca ora > 11, va scrie in fereastra: Buna ziua

// Alfel afiseaza: Este ora ...

var d = new Date();

let ora = d.getHours();

if(ora >11){

document.write('<h4>Buna ziua</h4>');

}

else {

document.write('<h4>Este ora '+ora+'</h4>');

}

</script>

Incercati codul

### Instructiunea else if()

Instructiunea **else if()** se adauga dupa ***if()***, si inainte de '***else***'.  
Aceasta instructiune se foloseste pentru a verifica o alta conditie dupa 'if()', ca sa fie rulat un alt cod cand conditia de la 'if()' este FALSE, iar conditia de la **else if()** este TRUE (adevarata).  
  
Sintaxa:

**if(conditie\_1){**

**//codul care va fi executat daca este adevarata conditia**

**}**

**else if(conditie\_2){**

**//cod executat cand conditie\_1 e FALSE iar conditie\_2 e adevarata**

**}**

**else {**

**//codul care va fi executat cand ambele: conditie\_1 si conditie\_2 sunt FALSE**

**}**

- Unde 'conditie\_1' si 'conditie\_2' poate fi orice expresie logica.  
Se evaluata intai 'conditie\_1', daca rezultatul este TRUE se executa codul de la ***if()***. Dar daca este FALSE, programul evalueaza urmatoarea conditie, de la ***else if()*** (conditie\_2). Daca aceasta este adevarata se executa codul dintre acoladele ei, dar daca si aceasta e FALSE, sunt executate comenzile de la '***else***'.  
  
- Exemplu, urmatorul script afiseaza "Buna dimineata" daca ora este mai mare decat 5 si mai mica decat 11, in caz contrar, daca ora este intre 11 si 19 afiseaza "Buna ziua", altfel, afiseaza: 'Este ora ...'

<script>

//daca ora e intre 5 si 11, va scrie: Buna dimineata

//daca ora e intre 11 si 19, va scrie: Buna ziua

//Alfel afiseaza: Este ora ...

var d = new Date();

let ora = d.getHours();

if(ora >5 && ora <11){

document.write('<h4>Buna dimineata</h4>');

}

else if(ora >=11 && ora <19){

document.write('<h4>Buna ziua</h4>');

}

else {

document.write('<h4>Este ora '+ora+'</h4>');

}

</script>

Incercati codul

*Dupa instructiunea****if()****se pot adauga mai multe serii de instructiuni****else if()****; iar '****else****' este optional.*

### Instructiunea switch

Instructiune **switch** e folosita pentru a compara o valoare cu o lista de alte valori.  
Sintaxa:

**switch(expresie) {**

**case valoare1:**

**cod executat daca expresie = valoare1**

**break;**

**case valoare2:**

**cod executat daca expresie = valoare2**

**break;**

**case valoare3:**

**cod executat daca expresie = valoare3**

**break;**

**default :**

**cod executat daca expresie e diferit de valoare1, valoare2 sau valoare3**

**}**

- Prima data este evaluata expresia scrisa intre paranteze rotunde (de la **switch()**), apoi valoarea expresiei este comparata pe rand cu fiecare valoare de la '**case**'. Daca se gaseste o identitate se executa codul asociat acelui '**case**'. Apoi se iese din instructiunea "switch".  
Daca, parcurgand fiecare "case", nu se gaseste nici o egalitate, se executa codul de la '**default**'.  
Prin folosirea lui '**break**' se opreste parcurgerea corpului instructiunii atunci cand s-a gasit o valoare egala cu 'expresie' si se iese din "switch".  
  
- Iata un exemplu de script care afiseaza un mesaj in functie de zilele saptamanii.

<script>

var d = new Date();

var ziua = d.getDay();

switch(ziua){

case 5:

document.write('Astazi e vineri');

break

case 6:

document.write('Astazi e sambata');

break

case 0:

document.write('Astazi e duminica');

break

default:

document.write('Mai e pana sambata');

}

</script>

Incercati codul

- Iata inca un exemplu cu "switch", de data aceasta foloseste valori de tip sir (string).

<script>

var nume ='Marius';

switch(nume){

case 'Cristi':

document.write('Coleg');

break

case 'Marius':

document.write('Frate');

break

case 'Maria':

document.write('Sora');

break

default:

document.write('Altcineva');

}

</script>

# Instructiuni repetitive for()
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Instructiunile repetitive se folosesc atunci cand se doreste efectuarea unei comenzi de mai multe ori.  
Instructiunile "for" executa codul de un numar specificat de ori.

## Instructiunea for

Instructiunea **for()** se foloseste pentru a rula un cod de un numar specifitat de repetari.  
Sintaxa:

**for(nr\_start; conditie\_nr, increment\_nr){**

**//cod care va fi executat**

**}**

- "**nr\_start**" e o variabila cu o valoare de inceput a numarului de repetari.  
- "**conditie\_nr**" o conditie (expresie logica) ce verifica daca numarul de repetari se incadreaza intr-o anumita valoare. Daca rezultatul este TRUE se executa inca o data codul dintre acolade.  
- "**increment\_nr** incrementeaza sau decrementeaza valoarea la care a ajuns contoarul repetarilor, apoi aceasta valoare este verificata din nou de "conditie\_nr" pana cand rezultatul este FALSE.

*Intre acoladele de la instructiunea****for****pot fi introduse si alte instructiuni "for", sau alte instructiuni conditionale, acest lucru se numeste****imbricarea instructiunilor****.*

Exemplu:

<script>

//repeta rularea unui cod de 5 ori (de la 0 la 4 inclusiv)

for(var i=0; i<5; i++){

document.write('<br>i este: '+i);

}

</script>

Incercati codul

Se atribue lui 'i' valoarea 0, se verifica conditia (i<5) care este adevarata si se executa corpul instructiunii (dintre acolade, care afiseaza "i este 1) apoi se incrementeaza valoarea lui 'i' cu o unitate (i++), acum 'i' are valoarea 2.  
Se verifica din nou conditia (i<5) si fiindca este adevarata, se executa iar corpul instructiunii apoi se incrementeaza inca o data valoarea lui 'i', ..., si tot asa pana cand 'i' va ajunge sa aibe valoarea 5 care la verificarea conditiei returneaza FALSE, moment in care se termina executia instructiunii "for".

### Instructiunea for...in

Cu '**for...in**' se parcurg proprietatile dintr-un obiect. Pentru fiecare proprietate se poate executa un set de instructiuni, daca obiectul nu are nici o proprietate nu se desfasoara nici un ciclu.  
Acest ciclu se poate executa cu orice obiect JavaScript (inclusiv array).

Sintaxa:

**for(variable in object){**

**//cod ce va fi executat**

**}**

- "***variable***" e o variabila care preia numele (sau index-ul) proprietatii curente din obiectul parcurs (object).  
Exemplu:

<script>

var obj = {nr:100, bool:false, site:'MarPlo.net'};

for(var prop in obj){

document.write('<br>'+ prop +' - '+ obj[prop]);

}

</script>

Incercati codul

### Instructiunea for...of

Cu '**for...of**' se parcurg proprietatile dintr-un obiect sau elementele dintr-un array.  
Diferenta fata de "for...in" e aceasta: la ***for...in*** se retine in 'variabila' numele proprietatii (sau indexul la array), iar la ***for...of*** se retine in 'variabila' valoarea proprietatii (sau a elementului din array).

Sintaxa:

**for(variable of object){**

**//cod ce va fi executat**

**}**

- "***variable***" e o variabila care preia valoarea proprietatii (sau pt. array, a elementului) curente din obiectul parcurs (object).  
Exemplu:

<script>

var arr =['MarPlo.net', 'GamV.eu', 80];

for(var elm of arr){

document.write('<br>'+ elm);

}

</script>

Incercati codul

### forEach()

**forEach()** este o metoda JavaScript care se foloseste pentru a parcurge elementele dintr-un Array.  
Sintaxa:

**Array.forEach(callbackF)**

- '***callbackF***' este o functie care va fi apelata pentru fiecare element din Array.  
Aceasta functie poate avea trei parametri: **callbackF(val, index, Array)**

* ***val*** - valoarea elementului curent.
* ***index*** - index-ul elementului curent.
* ***Array*** - array-ul care e parcurs (optional).

Exemplu, afiseaza index-ul si valoarea fiecarui element dintr-un Array.

<script>

var arr = [100, 'GamV.eu', 'MarPlo.net'];

//functia callback

function parseArr(val, index) {

document.write('['+ index +'] = '+ val +'<br>');

}

//parcurge array-ul 'arr', folosind functia parseArr()

arr.forEach(parseArr);

</script>

# Instructiuni repetitive while
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## Instructiunea while

Instructiunea **while()** repeta un cod atata timp cat o conditie specificata este adevarata.  
Sintaxa:

**while(conditie){**

**//codul care va fi executat**

**}**

- Exemplu:

<script>

var x =0;

while(x <5){

document.write('<br>x este '+ x);

x++;

}

</script>

Incercati codul

- intai am declarat variabila 'x' cu valoarea 0.  
Instructiunea "while" verifica conditia (aici x<5) care este adevarata si permite executarea corpului functiei dintre acolade care afiseaza "x este 1" si incrementeaza valoarea lui 'x' cu o unitate (x++).  
Acum 'x' are valoarea 2, se verifica conditia, care este adevarata si se executa iar codul dintre acolade, ..., si tot asa pana cand la verificarea conditiei rezultatul este FALSE, moment in care se termina rularea instructiunii "while".

### Instructiunea do...while

**do..while()** este o varianta a instructiunii **while()**; dar, spre deosebire de aceasta, **do..while()** executa intai codul din corpul instructiunii (dintre acolade), dupa care verifica conditia, apoi il repeta pana cant conditia returneaza FALSE.  
Astfel, corpul functiei este executat cel putin o data, chiar daca conditia nu este adevarata.

Sintaxa:

**do {**

**//codul care va fi executat**

**} while(conditie)**

- Exemplu:

<script>

var x =8;

do{

document.write('<br>x este '+ x);

x++;

} while(x <5);

</script>

Incercati codul

- Aceasta functie afiseaza "x este 8".  
Observati ca desi conditia este falsa (x<5), codul dintre acolade este totusi executat o singura data.

# break, continue, si eticheta
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Comenzile **break** si **continue** pot fi folosite in codul JavaScript la instructiuni repetitive **for()** si **while()** pentru a le opri sau sari peste repetari.

### Instructiunea break

Instructiunea **break** intrerupe executia instructiunilor repetitive.  
- Exemplu, rularea lui for() se va opri controlat cu "break":

<script>

//programat sa ruleze pana la 10

for(x=0; x<10; x++){

document.write('<br> X este '+x);

//opreste complet executia cand x este 3

if(x==3) break;

}

</script>

Incercati codul

Similar se poate folosi si cu while():

<script>

var x =0;

//programat sa ruleze pana l0

while(x <10){

document.write('<br> X este '+x);

//opreste complet executia cand x este 3

if(x==3) break;

x++;

}

</script>

Incercati codul

### Instructiunea continue

Instructiunea **continue** sare peste executia repetarii curente, si continua cu celelalte repetari din ciclu.  
- Exemplu, sare peste rularea codului din for() cand 'x' ajunge la valoarea 1 si 3:

<script>

//programat sa ruleze de la 0 la 5

for(x=0; x<5; x++){

//sare peste executia codului cand x este 1 sau 3

if(x ==1 || x ==3) continue;

document.write('<br> X este '+x);

}

</script>

Incercati codul

Similar se poate folosi si cu while():

<script>

var x =0;

//programat sa ruleze pana la 5

while(x <5){

//sare peste executia codului cand x este 1 sau 3

if(x ==1 || x ==3){

x++; //ca sa faca incrementare si cand se sare peste repetare

continue;

}

document.write('<br> X este '+x);

x++;

}

</script>

Incercati codul

### Instructiunea eticheta (label)

Instructiunea **eticheta** (denumita si label) poate fi folosita impreuna cu "**break**" sau "**continue**". Aceasta eticheteaza un grup de instructiuni repetitive imbricate, permitand controlul asupra acelui grup din interiorul instructiunilor imbricate.

Sintaxa:

**nume\_eticheta:**

**for(...){**

**//alte instructiuni for() sau while()**

**}**

- 'nume\_eticheta' poate fi orice nume (fara cele rezervate sintaxei de cod), dupa care se adauga doua-puncte si grupul de imbricari cu for() sau while().  
  
Studiind exemplul urmator, puteti intelege mai bine modul de utilizare a unei '***etichete***':

<script>

loopX: //eticheteaza urmatorul grup de instructiuni imbricate

for(var x=0; x<5; x++){

document.write('<h4>X - '+x+'</h4>');

for(var y=0; y<3; y++){

//opreste executia intregului grup cand x e 2

if(x ==2) break loopX;

document.write('<br>Y = '+y);

}

}

</script>

Incercati codul

- Testand codul, veti observa ca desi "break" este inclus in interiorul celei dea doua instructiune "for()", prin specificarea lui "loopX", care este eticheta intregului ansamblu de instructiuni imbricate, se va intrerupe executia intregului ansamblu, nu numai instructiunea "for()" unde este adaugat "break".

# Ferestre Alert Prompt si Confirm
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Alert, Prompt si Confirm sunt ferestre predefinite de dialog, acestea apartin direct obiectului JavaScript "window".

### Fereastra Alert

Probabil ati intalnit pana acum, de mai multe ori exemple cu "Alert".  
Fiind un element simplu si deja cunoscut, voi face o scurta prezentare a sintaxei acestuia.  
Sintaxa:

**window.alert('mesaj')**

- Unde "mesaj" este textul care va apare in fereastra Alert.

*Se poate folosi si direct:****alert('mesaj');****, fara 'window'.*

Urmatorul exemplu deschide o fereastra cu mesajul: "Bine ai venit".

Continut HTML

<script>

alert('Bine ai venit');

</script>

Incercati codul
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### Fereastra Prompt

**Fereastra Prompt** se creaza cu sintaxa:

**window.prompt('mesaj', 'default')**

- Unde "mesaj" este un text care va apare in fereastra, deasupra unei casute de text input; iar "default" este textul care va apare in casuta input.  
  
Urmatorul exemplu deschide o fereastra "Prompt".

Continut HTML

<script>

window.prompt('Scrieti numele', 'Nume');

</script>

Incercati codul

In browser va apare o fereastra ca in imaginea urmatoare![Fereastra Prompt](data:image/jpeg;base64,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)  
  
Textul pe care utilizatorul il adauga in campul din fereastra prompt poate fi preluat intr-o variabila si folosit apoi in script.  
Iata un exemplu in care atribuim deschiderea ferestrei Prompt unei variabile (*aici "nume"*), care va prelua sirul adaugat in caseta de text, apoi valoarea acestei variabile o introducem in mesajul unei ferestre Alert:

Continut HTML

<script>

var nume = window.prompt('Scrieti numele', 'Nume');

alert('Salut '+ nume +'\n Bine ai venit.');

</script>

Incercati codul

Dupa ce utilizatorul scrie numele in fereastra Prompt si apasa OK se va deschide o fereastra Alert care contine in mesaj numele adaugat de utilizator.  
- *Am folosit "\n" pentru a adauga o linie noua, dupa "nume", in textul care apare in fereastra Alert.*

### Fereastra Confirm

**Fereastra de confirmare** se creaza cu sintaxa:

**window.confirm('intrebare')**

In fereastra de confirmare va apare textul "intrebare" si doua butoane "*OK*" si "*Cancel*".  
Aceasta fereastra este folosita pentru a fi executata o comanda cand este apasat butonul "OK" (returneaza TRUE) si alta comanda cand este apasat butonul "Cancel" (returneaza FALSE)  
  
- Urmatorul exemplu deschide o fereastra "Confirm" in care apare intrebarea "*Rezultatul lui 0+0 este 0?*". Daca este apasat butonul "OK" apare o fereastra Alert cu mesajul "Corect", iar daca este apasat butonul "Cancel" apare o fereastra Alert cu mesajul "Incorect".

Continut HTML

<script>

var intrebare = window.confirm('Rezultatul lui 0+0 este 0?');

if(intrebare) alert('Corect');

else alert('Incorect');

</script>

Incercati codul
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* [Instructiunea return](https://marplo.net/javascript/definire-utilizare-functii" \l "hshir" \o "Instructiunea return)
* [Apelarea functiilor](https://marplo.net/javascript/definire-utilizare-functii" \l "hshap" \o "Apelarea functiilor)
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O functie poate contine mai multe instructiuni si comenzi care ulterior pot fi utilizate usor si de mai multe ori prin apelarea functiei care le contine.  
Daca un program necesita multe linii de cod, folosind functiile putem imparti codul in parti mai mici pe care le putem utiliza separat acolo unde este nevoie.  
Exista **functii predefinite**, adica cele care apartin direct programului JavaScript (precum: alert(), parseInt(), trim(), etc.); si functii create in script (cele definite de programator).  
- In aceasta lectie este prezentat modul de creare si utilizare a functiilor in script.

### Creare (definire) functii

Exista mai multe moduri de a crea o functie in JavaScript.

1. ***Modul standard*** - folosind cuvantul **function** urmat de numele functiei si doua paranteze rotunde.  
   Sintaxa:
2. **function nameFun(p1, p2){**
3. **//codul care va fi executat**
4. **}**

- 'nameFun' reprezinta numele functiei. Poate fi orice nume ca si la variabile.  
- 'p1, p2' sunt parametri fuunctiei, si reprezinta valorile care trebuie sa le primeasca functia cand este apelata. Acestia sunt optionali (poate fi definita si fara parametri).  
Parametri sunt necesari cand se doreste transmiterea de date care sa fie utilizate in codul functiei. Se pot adauga unul sau mai multi parametri, cat sunt necesari.  
- Exemplu, fara parametru:

function fun1(){

alert('Love yourself; love everyone.');

}

1. ***Functii atribuite la variabile*** - se adauga ca valori la variabile, si se apeleaza cu numele variabilei.  
   Sintaxa:
2. **var nameVar = function(p1, p1){**
3. **//codul care va fi executat**
4. **}**

- 'nameVar' e numele variabilei dar si al functiei utilizat la apelarea ei.  
- 'p1, p2' sunt parametri functiei (optionali).  
- Exemplu:

var fun1 = function(){

alert('Love yourself; love everyone.');

}

*Diferenta fata da modul standard e aceasta: o functie definita in mod standard nu mai poate fi redefinita, dar o functie atribuita unei variabile poate fi redefinita deoarece reprezinta o valoare a variabilei iar valorile de variabile pot fi schimbate.*

1. ***Arrow functions*** - functii definite fara cuvantul "function"; se foloseste o prescurtare: "()=>".  
   Diferit la acestea e faptul ca nu au propriul **this** (care face referire la obiectul functiei).  
   Sintaxa:
2. **var nameVar = (p1, p1)=>{**
3. **//codul care va fi executat**
4. **}**

- 'p1, p2' sunt parametri functiei (optionali).  
- Exemplu:

var fun1 = ()=>{

alert('Love yourself; love everyone.');

}

#### Instructiunea return

O functie care returneaza un rezultat foloseste pentru aceasta instructiunea **return**. Aceasta specifica valoarea pe care o returneaza functia cand este apelata.

Sintaxa:

function nameFun(p1, p2)

//codul care va fi executat

return 'Valoare';

*Instructiunea****return****se poate aplica in oricare tip de functie; la cele atribuite ca valori de variabile, si la 'arrow functions'.  
Pe langa faptul ca 'return' returneaza o valoare, acesta opreste executia functiei; codul din functie adaugat dupa 'return' nu este executat.*

- Exemplu:

//returneaza suma parametrilor a si b

function fun2(a, b){

return a + b;

}

### Apelarea functiilor

Dupa ce am creat o functie, pentru a fi folosita, functia trebuie **apelata**.

O functie fara parametri se apeleaza in felul urmator:

**nume\_functie();**

- Exemplu, se defineste o functie care adauga un text intr-un element HTML:

<h3 id='hid'>Default text</h3>

<script>

//definim o functie care scrie un text HTML in elementul cu id #hid

function textHid(){

document.getElementById('hid').innerHTML ='<h3>Mereu e o zi frumoasa.</h3>';

}

//se apeleaza functia

textHid();

</script>

Incercati codul

O functie care contine parametri se apeleaza in felul urmator:

**nume\_functie(v1, v2);**

- 'v1, v2' sunt valorile care se transmit functiei si sunt asociate in aceeasi ordine cu parametri adaugati la definirea ei.  
  
O functie o data creata poate fi utilizata (apelata) de mai multe ori.  
Iata un exemplu cu o functie care adauga in elementul HTML cu id-ul transmis un text adaugat la apelare.

<h3 id='hid1'>Tag H3</h3>

<div id='dv1'>Continut Div</div>

<script>

//adauga in elementul HTML cu id-ul de la 'id' textul de la 'str'

function addText(id, str){

document.getElementById(id).innerHTML = str;

}

//se apeleaza functia de 2 ori, cu valori diferite

addText('hid1', 'Tutorial JavaScript');

addText('dv1', 'Text adaugat prin apelarea functiei.');

</script>

Incercati codul

- Iata si un exemplu cu **return**:

<h3 id='sum'>Tag H3</h3>

<script>

//returneaza un text cu suma lui x si y

function sumXY(x, y){

let re = x+y;

return 'Suma lui x si y este: '+ re;

}

//preia valoarea returnata de sumXY

let sum1 = sumXY(7, 12);

//adauga in elementul HTML cu id 'sum' valoarea de la sum1

document.getElementById('sum').innerHTML = sum1;

</script>

Incercati codul

### Functii si domeniul variabilelor

Functiile si variabilele definite in afara unei functii pot fi utilizate in interiorul ei.  
Valoare unei variabile definite in afara functiei poate fi modificata in codul ei, iar modificare ramane si in afara functiei dupa apelarea ei.

- Exemplu, se creaza o functie si o variabila care vor fi apelate in cadrul altei functii:

<div id='dv1'>Continut Div</div><br>

<div id='dv2'>Arata nr</div>

<script>

var nr =8;

//dubleaza valoare lui x

function setVal(x){

return x\*2;

}

//adauga valoarea returnata de setVal() in elementul cu id-ul 'id'

//apoi modifica valoarea variabilei 'nr'

function showVal(id){

document.getElementById(id).innerHTML ='Valoare lui "nr" dublat este: '+ setVal(nr);

nr =99;

}

//apeleaza showVal() cu id-ul pt. parametru

showVal('dv1');

//adauga valoare curenta a lui 'nr' in Div-ul #dv2

document.getElementById('dv2').innerHTML ='Valoare lui "nr" dupa modificare in functie este: '+nr;

</script>

Incercati codul

Valoarea unei variabile creata in afara functiei nu e afectata daca in interiorul unei functii se defineste (cu 'let' sau 'var') o variabila cu acelasi nume.  
- Exemplu:

<div id='dv1'>Div-ul #dv1</div><br>

<div id='dv2'>Div-ul #dv2</div>

<script>

var nr =8;

//defineste in functie o variabila 'nr' cu valoarea parametrului

function f1(x){

var nr = x;

//adauga valoarea lui 'nr' in elementul #dv1

document.getElementById('dv1').innerHTML ='Valoare lui "nr" din functie este: '+nr;

}

//apeleaza f1() cu valoarea pt. 'nr' din functie

f1(5);

//adauga valoare lui 'nr' in Div-ul #dv2. 'nr' extern nu a fost modificat

document.getElementById('dv2').innerHTML ='Valoare lui "nr" extern este: '+nr;

</script>

Incercati codul

### Functii imbricate

In cadrul unei functii se poate crea si apela alta functie.  
Functiile si variabilele create direct intr-o functie nu pot fi utilizate in afara ei

- Exemplu, apelare functie imbricata:

<div id='dv1'>Continut HTML</div>

<script>

//o functie definita standard in care se creaza si se apeleaza un 'arrow function'

function f1(x){

//arrow function imbricata

let f2 =(x)=>{

return 'X dublat este: '+ (x\*2);

}

//daca x < 4 adauga in #dv1 rezultat returnat de f2()

if(x <4) document.getElementById('dv1').innerHTML = f2(x);

}

f1(3);

//daca se incearca apelarea lui f2(), apare eroare in consola din browser

f2(3); //ReferenceError: f2 is not defined

</script>

Incercati codul

### Functii Anonime

Functiile anonime nu au un nume, ele nu pot fi apelate, ci se creaza direct ca argument transmis la apelarea altei functii.  
Functiile anonime pot fi definite standard (utilizand cuvantul 'function') sau cu modul 'arrow function'.

- Exemplu, functia predefinita **setTimeout()** din JavaScript necesita doua argumente la apelare, primul e o functie, al doilea e o valoare numeria (milisecunde).

<div id='dv1'>Div-ul #dv1</div><br>

<div id='dv2'>Div-ul #dv2</div>

<script>

//primul argument transmis e o functie anonima, care va fi executata de setTimeout() dupa 2 secunde

window.setTimeout(

function(){

document.getElementById('dv1').innerHTML ='<h3>Viata e Fericire; Bucurati-va.</h3>';

},

2000);

//primul argument e o functie anonima (arrow function), executata de setTimeout() dupa 3 secunde

window.setTimeout(

()=>{

document.getElementById('dv2').innerHTML ='<h3>Fiecare zi e placuta; Bucurati-va.</h3>';

},

3000);

</script>

# Utilizare Functii si Parametri lor

## Curs Javascript
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* [Functia callback](https://marplo.net/javascript/functii2.html" \l "hshfc" \o "Functia callback)
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### Apelare functie cu numar diferit de argumente

Cand se creaza o functie ii putem defini si un numar de parametri (sau argumente) pe care le accepta, lucru de care se tine cont in momentul apelarii ei.  
Sunt situatii in care dorim sa transmitem functiei un numar diferit de argumente, care poate fi mai mic sau mai mare decat numarul de parametri ai functiei.  
Intr-o astfel de situatie se verifica in corpul functiei daca a fost transmisa valoare pentru parametri definiti, daca nu, acel parametru e **undefined** (**evaluat ca False**) si se poate da o valoare implicita (default).

- Exemplu, o functie cu un parametru care returneaza un salut cu numele transmis ca argument. Daca acesta nu e transmis, seteaza o valoare implicita.

<div id='dv1'>Content dv1</div>

<div id='dv2'>Content dv2</div>

<script>

function sayHi(name){

//daca nu e primita valoare pt. 'name', seteaza un text implicit

if(!name) var name ='Vizitator';

return 'Salut '+ name;

}

//adauga in #dv1 rezultatul transmis de apelarea functiei fara argument

document.getElementById('dv1').innerHTML = sayHi();

//a doua apelare, cu argument

document.getElementById('dv2').innerHTML = sayHi('MarPlo');

</script>

Incercati codul

### Definire parametri cu valoare implicita

La crearea unei functii se pot defini parametri cu o valoare implicita, astfel se evita necesitatea verificarii daca argumentul e transmis la apelare.  
Sintaxa:

**function numeF(p1=v1, p2=v2){**

**//codul care va fi executat**

**}**

- 'p1' si 'p2' sunt parametrii; iar 'v1' si 'v2' reprezinta valorile implicite pentru fiecare.  
  
Cand functia este apelata fara argumentul respectiv, parametru va avea valoarea data la definire, altfel preia valoarea transmisa.  
Iata exemplu prezentat anterior, dar aici cu valoare implicita definita la parametru.

<div id='dv1'>Div dv1</div>

<div id='dv2'>Div dv2</div>

<script>

//creaza functia cu o valoare default pt. parametru

function sayHi(name='Vizitator'){

return 'Salut '+ name;

}

//adauga in #dv1 rezultatul transmis de apelarea functiei fara argument

document.getElementById('dv1').innerHTML = sayHi();

//a doua apelare, cu argument

document.getElementById('dv2').innerHTML = sayHi('MarPlo');

</script>

Incercati codul

### Proprietatea arguments

Proprietatea **arguments** retine intr-un obiect tip array argumentele (valorile) transmise la apelarea unei functii, in ordinea adaugarii lor (cu primul index 0).  
Aceasta proprietate nu poate fi aplicata la '***arrow functions***'.  
Valoarea ei nu este un array, ci un obiect cu indexi numerici. Dar i-se poate aplcica **length** pentru aflarea numarului de elemente.

Sintaxa:

**function numeF(){**

**var args = numeF.arguments;**

**//codul care va fi executat**

**}**

- Variabila 'args' contine obiectul cu argumentele transmise la apelarea functiei numeF().  
- Aici, primul argument poate fi preluat cu: ***args[0]***  
  
Aceasta proprietate este utila cand o functie se apeleaza cu un numar de argumente mai mare decat sunt la definirea ei.  
- Exemplu, o functie cu un parametru. Daca e apelata fara argument, seteaza valoarea 0; daca e un singur argument, il dubleaza; daca sunt mai multe le aduna.

<div id='dv1'>Div-ul #dv1</div>

<div id='dv2'>Div-ul #dv2</div>

<div id='dv3'>Div-ul #dv3</div>

<script>

const f1 = function(x){

//retine obiectul-ul cu argumentele transmise la apelare f1()

var args = f1.arguments;

//daca nu e nici un argument, seteaza valoarea 0 pt. 're'

//daca e un singur argument, il dubleaza

//daca sunt mai multe, le aduna

if(args.length ==0) var re =0;

else if(args.length ==1) var re = args[0]\*2;

else if(args.length >1){

var re =0;

for(var i=0; i<args.length; i++) re += args[i];

}

return re;

}

//adauga in elemente HTML rezultatul apelarii lui f1() de trei ori, cu nr. diferit de argumente

document.getElementById('dv1').innerHTML ='f1() fara argument returneaza: '+ f1();

document.getElementById('dv2').innerHTML ='f1(3) returneaza: '+ f1(3);

document.getElementById('dv3').innerHTML ='f1(2, 5, 3) returneaza: '+ f1(2, 5, 3);

</script>

Incercati codul

### Functia callback

Functia callback e o functie transmisa ca argument la alta functie, unde va fi apelata cu numele parametrului la care e asociata, si argumentele necesare.  
- Se poate intelege mai bine din urmatorul exemplu:

<div id='dv1'>Callback function.</div>

<script>

//functia callback, adauga 'Salut name' in #dv1

const fcb = (name)=>{

document.getElementById('dv1').innerHTML ='Salut '+ name;

}

//functia la care va fi transmisa si utilizata functia callback

function f1(id, callback){

if(id >1) callback('MarPlo.net');

}

//apeleaza f1() cu un Id si functia callback fcb()

f1(8, fcb);

</script>

Incercati codul

Adesea se folosesc ***functiile anonime*** ca functii callback. Functiile anonime sunt cele care se definesc direct ca argument la apelarea altei functii.  
- Iata exemplu anterior, aici cu functie callback anonima.

<div id='dv1'>Anonimous callback function.</div>

<script>

//functia la care va fi transmisa si utilizata functia callback

function f1(id, callback){

if(id >1) callback('GamV.eu');

}

//apeleaza f1() cu un Id si functie callback anonima

f1(8, (name)=>{

document.getElementById('dv1').innerHTML ='Salut '+ name;

});

</script>

Incercati codul

### Functii recursive

O functie JavaScript poate fi recursiva, adica se poate autoapela.  
- Exemplu, o functie JavaScript recursiva care afla factorialul unui numar precizat "n".

<div id='dv1'>Exemplu functie recursiva</div>

<script>

//returneaza factorial de n

function factorial(n){

var re;

if(n >0) re = n\*factorial(n-1); //auto-apelare

else if(n ==0) re =1;

return re;

}

//afisaza in #dv1 factorial de 8

document.getElementById('dv1').innerHTML ='Factorial de 8 este: '+ factorial(8);

</script>

Incercati codul

Functia factorial() verifica intai daca "n" este mai mare decat 0, apoi in caz afirmativ, "n" se inmulteste cu rezultatul returnat de auto-apelarea ei cu argumentul "n-1". Cand "n" ajunge 0 se incheie repetarea auto-apelarii si returneaza valoare lui 're'.  
JavaScript incheie toate auto-apelarile in corpul functiei si retine de la o auto-apelare la urmatoarea ultimul rezultat returnat pana ce ajunge la apelarea initiala a functiei, apoi intoarce rezultatul final.

# Obiectul String - Sir

## Curs Javascript

[**Home**](https://marplo.net/)[**Engleza**](https://marplo.net/engleza)[**Spaniola**](https://marplo.net/spaniola)[**Html**](https://marplo.net/html)[**CSS**](https://marplo.net/css)[**PHP-MySQL**](https://marplo.net/php-mysql)[**Ajax**](https://marplo.net/ajax)[**Blog**](https://marplo.net/blog)[**Forum**](https://marplo.net/forum/)[**Games**](https://gamv.eu/)

Top of Form

![](data:image/x-wmf;base64,183GmgAAAAAAAGAAYABgAAAAAABxVwEACQAAAzUAAAABAAkAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAmAAYAADAAAAHgAHAAAA/AIAAPDw8AAAAAQAAAAtAQAACQAAAB0GIQDwAGAAYAAAAAAABAAAACcB//8DAAAAAAA=)

Bottom of Form

* [Utilizare Proprietate si Metode ale obiectului String](https://marplo.net/javascript/obiectul-string" \l "hshpms" \o "Utilizare Proprietate si Metode ale obiectului String)
* [Adaugare ghilimele si caractere speciale in sir](https://marplo.net/javascript/obiectul-string" \l "hshgcs" \o "Adaugare ghilimele si caractere speciale in sir)
* [Sir Template](https://marplo.net/javascript/obiectul-string" \l "hshst" \o "Sir Template)

Toate elementele dintr-o pagina sunt vazute de JavaScript ca fiind obiecte.  
Obiectele sunt structuri compacte de date care pot sa contina mai multe proprietati si functii (denumite Metode).  
Apelarea proprietatilor si metodelor unui obiect se face cu operatorul punct (.)

- Sintaxa:

**obiect.prorietate**

**obiect.metoda()**

## Obiectul string

**String** (sau sir) e obiectul care contine text adaugat intre ghilimele simple sau duble.  
Un obiect de tip String se poate crea folosind ghilimele sau cu instructiunea **new String()**.

- Sintaxa:

**//definire String cu new**

**var str = new String('text..');**

**//definire String direct cu ghilimele**

**var str ='Text..';**

**//sau**

**var str ="Text..";**

• In general se folosesc direct ghilimele, iar toate valorile incadrate intre ghilimele sunt vazute in JavaScript ca 'String' si pot folosi proprietatile si metodele obiectului String.

### Utilizare Proprietate si Metode ale obiectului String

Obiectul String are o singura proprietate: **length**, aceasta contine numarul de caractere din sir.

let str ='Tutorial JS';

let nr\_chr = str.length; // 11

Se poate citi orice caracter din sir folosind numarul de ordine (indexul) care incepe de la 0. Primul caracter are index 0 (**str[0]**), al doilea are index 1 (**str[1]**), etc.  
  
- Exemplu, se afiseaza intr-un element HTML numarul de caractere dintr-un sir, si al treilea caracter.

<div id='dv1'>HTML coontent.</div>

<script>

let str ='some\_str';

//afiseaza in #dv1 numarul de caractere din 'str' si al treilea caracter

document.getElementById('dv1').innerHTML ='Sirul "some\_str" are '+ str.length +' caractere; al treilea e: '+ str[2];

</script>

Incercati codul

#### Utilizare Metode

Obiectul String contine numeroase metode care pot fi utile in lucru cu siruri. O lista cu metode pentru siruri gasiti la pagina: **[Metode ale obiectului String in JS](https://marplo.net/javascript/metode-obiect-string-js" \o "Metode ale obiectului String in JS)**.  
- Iata exemple cu unele din cele mai folosite metode pentru siruri.

#### Exemplu cu indexOf()

Metoda **indexOf()** e utila pentru a verifica daca un sir contine un anumit subsir.  
Aceasta returneaza pozitia primei aparitii a unui subsir intr-un sir, sau valoarea -1 daca subsirul nu e gasit.  
- Exemplu, daca sirul de la variabila 'str' contine cuvantul 'spirit', afiseaza indexul de inceput a subsirului.

<div id='dv1'>Exemplu cu indexOf().</div>

<script>

let str ='In spiritul libertatii.';

//daca str contine 'spirit', adauga indexul de inceput in #dv1

var ix = str.indexOf('spirit');

if(ix !=-1){

document.getElementById('dv1').innerHTML ='Cuvantul "spirit" incepe de la index: '+ ix;

}

</script>

Incercati codul

#### Exemplu cu match()

Metoda **match()** e utila pentru a compara un sir cu o expresie regulata (RegExp). Returneaza un array cu elementele din sir care se potrivesc cu expresia regulata, sau 'null'.  
- Exemplu, se verifica daca un sir e o adresa valida de email si preia numele din adresa.

<div id='dv1'>Exemplu JavaScript cu match().</div>

<script>

const email ='some\_name@domain.net';

//is\_em e un array de forma ['email', 'nume', 'domeniu'] sau null

var is\_em = email.match(/^([A-z0-9]+[A-z0-9.\_%-]\*)@([A-z0-9\_\-\.]+\.[A-z]{2,5})$/i);

//daca la email e o adresa valida de email, adauga in #dv1 numele din adresa

if(is\_em){

document.getElementById('dv1').innerHTML ='Numele din adresa "'+email+'" este: '+ is\_em[1];

}

</script>

Incercati codul

#### Inlantuire Metode

Se pot aplica mai multe metode (inlantuite) la un sir, in aceeasi linie de cod.  
**str.metoda1().metoda2()**  
  
- Exemplu cu **replace()** si **trim()**.  
Metoda **replace()** inlocuieste intr-un sir unele caractere specificate (sau expresie RegExp) cu altele noi specificate.  
Metoda **trim()** sterge spatiile goale de la inceputul si sfarsitul unui sir.

In urmatorul exemplu se inlocuiesc intr-un sir cu cod HTML caracterele '<' si '>' cu echivalentele pentru afisare in HTML, si se adauga sirul rezultat intr-un element HTML.

<div id='dv1'>Exemplu JavaScript cu metode inlantuite.</div>

<script>

let htm ='<h3>Astazi e o zi Fericita</h3>';

//inlocuieste < si > din htm cu entitatile html, aplica trim() si adauga sirul in #dv1

htm = htm.replace(/</ig, '&lt;').replace(/>/ig, '&gt;').trim();

document.getElementById('dv1').innerHTML = htm;

</script>

Incercati codul

### Adaugare ghilimele si caractere speciale in sir

La adaugarea de ghilimele in textul dintr-un String se tine cont de ghilimelele de inceput (prin care e definit sirul).  
Ghilimelele duble se pot adauga normal intr-un sir definit cu ghilimele simple (si invers).  
- Sintaxa:

**var str ='Un text cu "ghilimele" duble';**

**var str ="Un text cu 'ghilimele' simple";**

Acelasi tip de ghilimele cu cele folosite la definirea sirului se pot adauga doar escapate (precedate de '\').  
- Sintaxa:

**var str ='Un text cu \'ghilimele simple\' ca cele la definire';**

**var str ="Alt text cu \"ghilimele duble\", ca si cele de definire";**

In afara de ghilimele sunt si alte caractere speciale care trebuie escapate cand se folosesc in sir.  
Iata o lista cu aceste caractere:

* **\0** - caracterul NULL.
* **\'** - ghilimea simpla (in sir definit intre ghilimele simple).
* **\"** - ghilimea dubla (in sir definit intre ghilimele duble).
* **\\** - backslash.
* **\n** - linie noua.
* **\r** - carriage return.
* **\v** - tab vertical.
* **\t** - spatiu tab.
* **\b** - backspace.
* **\uXXXX** - cod unicode.

- Exemplu, se adauga intr-un tag <pre> un sir cu mai multe linii, care contine ghilimele si backslash.

<pre id='pr1'>HTML content, object string.</pre>

<script>

let str ='Sir definit intre \'ghilimele simple\', \n adaugate cu backslash \\, \n dar contine si "ghilimele duble".';

document.getElementById('pr1').innerHTML = str;

</script>

Incercati codul

### Sir Template

**Sirul Template se adauga intre caracterele de accent ( `...` )**.  
Acest tip de String permite crearea de siruri cu linii noi adaugate normal (fara \n) si redarea de expresii de cod JavaScript care sunt executate direct in el.  
- Sintaxa:

**var tmp =`string text line 1**

**Line 2 si ${js\_expression} expresie de cod.`;**

- ***js\_expression*** poate fi o variabila JavaScript, apelarea unei functii sau o expresie JS cu valori. Acestea se adauga intre: ***${}*** si sunt executate ca orice cod JavaScript.  
  
Exemplu, un sir ce contine mai multe linii si cod html cu continut dinamic.

<pre id='pr1'>Template string, HTML content</pre>

<script>

//se definesc variabile si o functie (arrow) care vor fi utilizate in sirul template

let str\_st ='Sir Template';

let arr =[8, 0];

const sumXY =(x, y)=>(x+y);

//sirul template

var tmp =`<h3>Acesta e ${str\_st} din JavaScript</h3>

Apelare functie sumXY(): suma 7+8 = ${sumXY(7,8)}

Si o linie cu <strong>expresie JS, 8\*0 = ${arr[0] \* arr[1]}</strong>.`;

//adauga sirur rezultat in #pr1

document.getElementById('pr1').innerHTML = tmp;

</script>

# Numere in JavaScript
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* [Functii pentru obiectul Number](https://marplo.net/javascript/numere-js" \l "hshmn" \o "Functii pentru obiectul Number)

Operatiile aritmetice simple cu numere se pot efectua cu operatorii specifici: scadere (-), adunare (+), inmultire (\*), impartire (/) si modul (%) restul impartirii. Vedeti lectia de la adresa: **[marplo.net/javascript/operatori.html](https://marplo.net/javascript/operatori.html" \o "Operatori in JavaScript)**  
  
- Exemplu, se afla suma a trei numere, apoi restul impartirii la 3.

const n1 =2;

const n2 =9;

//suma

let sum\_n = n1 +n2 +15; // 26

//restul impartirii la 3

let rest3 = sum\_n %3; // 2

document.write('Suma (n1+n2+15) = '+sum\_n+'<br>Restul sumei impartit la 3 este '+rest3);

Incercati codul

### Siruri numerice

Cu numerele adaugate intre ghilimele nu se pot efectua corect operatiuni matematice, valoarea dintre ghilimele e considerata ca tip **String** (sir).

- Exemplu, se incearca adunarea unui sir numeric cu un numar, rezulta un sir cu ele unite:

let n1 ='21';

let n2 =9;

//suma

let sum\_n = n1 +n2; //219

document.write("Suma ('21'+9) ="+sum\_n);

Incercati codul

Inainte de a efectua operatiuni matematice cu numere de tip sir, acestea trebuie transformate in tip **Number**.  
Modul cel mai simplu de a transforma un sir numeric in numar e: inmultind sirul cu valoarea 1, sau cu functia **Number()**.  
- Exemplu, se transforma un sir numeric in numar, apoi se aduna:

let n1 ='21';

let n2 =9;

n1 = n1\*1; //transforma in numar

let sum\_n = n1 +n2; //30

document.write('Suma (21+9) = '+sum\_n);

Incercati codul

Acelasi exemplu, aplicand functia Number():

let n1 ='21';

let n2 =9;

n1 = Number(n1); //transforma in numar

let sum\_n = n1 +n2; //30

document.write('Suma (21+9) = '+sum\_n);

Incercati codul

### Functii pentru obiectul Number

Numerele fara zecimale sunt considerate intregi (Integer), iar cele cu zecimale (adaugate dupa punct) sunt considerate de tip Float.  
Numerele negative se adauga cu semnul minus (-) in fata.  
Obiectul Number are cateva metode pentru numere.

* **Number.isInteger(nr)** - returneaza True daca 'nr' e numar intreg, altfel False.
* var n1 = 90;
* var n2 = -25;
* var n3 = 90.23;
* var n4 ='23';
* console.log(Number.isInteger(n1)); // true
* console.log(Number.isInteger(n2)); // true
* console.log(Number.isInteger(n3)); // false
* console.log(Number.isInteger(n4)); // false

Incercati codul

* **Number(sn)** - transforma un sir numeric 'sn' in numar. Returneaza NaN (Not a Number) daca sirul nu e numeric.
* var n1 ='57.98';
* var n2 ='23 str';
* console.log(Number(n1)); // 57.98
* console.log(Number(n2)); // NaN

Incercati codul

* **parseFloat(sn)** - returneaza un numar cu zecimale dintr-un sir numeric 'sn' cu zecimale.
* var nr ='13.56';
* nr = parseFloat(nr); //numar 13.56
* var sum\_n = nr +8.2;
* document.write('- Suma: nr +8 = '+sum\_n); //21.759999999999998

Incercati codul

* **parseInt(sn)** - returneaza un numar intreg (primul) dintr-un sir numeric 'sn'.
* var n1 ='25.89';
* var n2 ='-34.8 23';
* console.log(parseInt(n1)); // 25
* console.log(parseInt(n2)); // -34

Incercati codul

* **nr.toFixed(d)** - returneaza un sir cu numarul 'nr' formatat cu valoarea rotunjita la numarul de zecimale specificat 'd'.  
  - Aceasta metoda se aplica la numere, nu la 'siruri numerice'.
* var n1 = 92;
* var n2 = -25.5689;
* var n3 = 90.2378;
* console.log(n1.toFixed(2)); // 92.00
* console.log(n2.toFixed(1)); // -25.6
* console.log(n3.toFixed(2)); // 90.24

Incercati codul

* **nr.toPrecision(n)** - returneaza un sir cu numarul 'nr' avand:  
  - pentru 'nr'>1, lungimea de cifre specificata 'n'.:  
  - pentru 'nr'<1, lungimea de zecimale specificata 'n'.
* var n1 = 24;
* var n2 = -3.23;
* var n3 = 0.46;
* console.log(n1.toPrecision(3)); // 24.0
* console.log(n2.toFixed(1)); // -3.2
* console.log(n3.toFixed(3)); // 0.460

Incercati codul

* **nr.toString()** - returneaza un Sir cu numarul de la 'nr'.
* var n1 = 12.5;
* var sum\_n = n1.toString() +3;
* var ex2 = (12 + 9).toString();
* console.log(sum\_n); // 12.53
* console.log(ex2); // 21

Incercati codul

#### Functia Number() cu obiectul Date

Functia **Number()** aplicata cu obiectul Date returneaza numarul de milisecunde incepand de la 1.1.1970 pana la data /timpul din obiectul Date.

var dt1 = new Date('2018-07-15');

var dt2 = new Date('2018-07-15 11:13:00');

console.log(Number(dt1)); // 1531612800000

console.log(Number(dt2)); // 1531642380000

# Obiectul Math - Metode pentru operatiuni matematice
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* [Proprietati ale obiectului Math](https://marplo.net/javascript/obiect-math-operatiuni-matematice" \l "hshpom" \o "Proprietati ale obiectului Math)
* [Metode ale obiectului Math](https://marplo.net/javascript/obiect-math-operatiuni-matematice" \l "hshmom" \o "Metode ale obiectului Math)

Obiectul **Math** contine proprietati si metode pentru constante si operatiuni matematice.  
Nu este nevoie sa fie creat in script un obiect Math inainte de a fi folosit, acesta se aplica direct, urmat de proprietate sau metoda.

- Exemplu:

const x = Math.PI; //valoarea constantei PI

var y = Math.sqrt(16); //radical din 16

- Exemplu util, se creaza o functie care returneaza un numar aleator intre doua numere intregi.

<script>

//returneaza un numar aleator intre min si max (inclusive)

function randomInt(min, max){

min = Math.ceil(min);

max = Math.floor(max);

return Math.floor(Math.random() \*(max - min + 1)) +min;

}

var nr1 = randomInt(1, 10); //numar intre 1 si 10

var nr2 = randomInt(-10, 20); //numar intre -10 si 20

document.write('<br> Numar aleator intre 1 si 10: '+ nr1 +'<br> Numar aleator intre -10 si 20: '+ nr2);

</script>

Incercati codul

#### Extindere obiect Math

Obiectul Math poate fi extins, se pot adauga direct in el noi proprietati si metode, folosind sintaxa:

**//definire proprietate**

**Math.prop\_name = prop\_val;**

**//definire metoda**

**Math.method\_name = function(){**

**//codul metodei**

**}**

- Exemplu, se creaza la obiectul Math o metoda care returneaza cel mai mare divizor comun la o lista de numere.

<script>

//returneaza cel mai mare divizor comun la o lista de numere transmise ca argumente

Math.cmmdc = function() {

if(arguments.length ==2){

if(arguments[1] ==0) return arguments[0];

else return Math.cmmdc(arguments[1], arguments[0] % arguments[1]);

}

else if(arguments.length >2){

var result = Math.cmmdc(arguments[0], arguments[1]);

for(var i=2; i<arguments.length; i++) result = Math.cmmdc(result, arguments[i]);

return result;

}

};

let mdv = Math.cmmdc(20, 30, 15, 70, 40); // 5

document.write('<br> Cel mai mare divizor comun al numerelor: (20, 30, 15, 70, 40) este: '+ mdv);

</script>

Incercati codul

### Proprietati ale obiectului Math

Proprietatile obiectului Math reprezinta constante matematice.

* **Math.E** - constanta lui Euler (aproximativ 2.718)
* **Math.LN2** - logaritm natural din 2 (aproximativ 0.693)
* **Math.LN10** - logaritm natural din 10 (aproximativ 2.303)
* **Math.LOG2E** - logaritm in baza 2 din E (aproximativ 1.443)
* **Math.LOG10E** - logaritm in baza 10 din E (aproximativ 0.434)
* **Math.PI** - constanta PI (aproximativ 3.14159)
* **Math.SQRT1\_2** - radical din 0.5 (aproximativ 0.707)
* **Math.SQRT2** - radical din 2 (aproximativ 1.414)

### Metode ale obiectului Math

* **Math.abs(x)** - returneaza valoarea absoluta (pozitiva) a numarului x.
* var n1 = 18;
* var n2 = -25.3;
* console.log(Math.abs(n1)); // 18
* console.log(Math.abs(n2)); // 25.3

Incercati codul

* **Math.acos(x)** - returneaza arccosinus din x.
* var n1 = -1;
* var n2 = 0.5;
* console.log(Math.acos(n1)); // 3.141592653589793
* console.log(Math.acos(n2)); // 1.0471975511965979

Incercati codul

* **Math.asin(x)** - returneaza arcsinus din x.
* var n1 = -1;
* var n2 = 0.5;
* console.log(Math.asin(n1)); // -1.5707963267948966 (-pi/2)
* console.log(Math.asin(n2)); // 0.5235987755982989

Incercati codul

* **Math.atan(x)** - returneaza arctangenta din x.
* var n1 = 1;
* var n2 = 0.5;
* console.log(Math.atan(n1)); // 0.7853981633974483
* console.log(Math.atan(n2)); // 0.4636476090008061

Incercati codul

* **Math.atan2(y, x)** - returneaza unghiul dintre axa si un punct de coordonate (x,y).
* var v1 = Math.atan2(90, 15);
* var v2 = Math.atan2(15, 90);
* console.log(v1); // 1.4056476493802699
* console.log(v2); // 0.16514867741462683

Incercati codul

* **Math.cbrt(x)** - returneaza radacina cubica (radical de ordin 3) a numarului x.
* var n1 = 64;
* console.log(Math.cbrt(n1)); // 4

Incercati codul

* **Math.ceil(x)** - returneaza cel mai apropiat intreg mai mare sau egal cu x.
* var n1 = 18.7;
* var n2 = -25.3;
* console.log(Math.ceil(n1)); // 19
* console.log(Math.ceil(n2)); // -25

Incercati codul

* **Math.cos(x)** - returneaza cosinus din x.
* var n1 = 0;
* var n2 = 1;
* console.log(Math.cos(n1)); // 1
* console.log(Math.cos(n2)); // 0.5403023058681398

Incercati codul

* **Math.exp(x)** - returneaza valoarea lui E la puterea x.
* var n1 = 2;
* var n2 = -1;
* console.log(Math.exp(n1)); // 7.38905609893065
* console.log(Math.exp(n2)); // 0.36787944117144233

Incercati codul

* **Math.floor(x)** - returneaza cel mai apropiat intreg mai mic sau egal cu x.
* var n1 = 18.7;
* var n2 = -25.3;
* console.log(Math.floor(n1)); // 18
* console.log(Math.floor(n2)); // -26

Incercati codul

* **Math.hypot(x1, x2, ...)** - returneaza radicalul sumei patratelor numerelor x1, x2, ...
* var n1 = 3;
* var n2 = 4;
* console.log(Math.hypot(n1, n2)); // 5

Incercati codul

* **Math.log(x)** - returneaza logaritm natural din x.
* var n1 = 1;
* var n2 = 10;
* console.log(Math.log(n1)); // 0
* console.log(Math.log(n2)); // 2.302585092994046

Incercati codul

* **Math.log10(x)** - returneaza logaritm in baza 10 din x.
* var n1 = 100000;
* var n2 = 2;
* console.log(Math.log10(n1)); // 5
* console.log(Math.log10(n2)); // 0.3010299956639812

Incercati codul

* **Math.max(x1, x2, ...)** - returneaza maximul dintre x1, x2, ...
* var n1 = 61.5;
* var n2 = -65.3;
* var n3 = 53;
* console.log(Math.max(n1, n2, n3)); // 61.5

Incercati codul

* **Math.min(x1, x2, ...)** - returneaza minimul dintre x1, x2, ...
* var n1 = 61.5;
* var n2 = -65.3;
* var n3 = 53;
* console.log(Math.min(n1, n2, n3)); // -65.3

Incercati codul

* **Math.pow(x, y)** - returneaza valoarea lui x la puterea y.
* var x = 4;
* var y = 3;
* console.log(Math.pow(x, y)); // 64

Incercati codul

* **Math.random()** - returneaza un numar aleator intre 0 si 1.
* document.write('<br> - Numar aleator intre 0 si 1: '+ Math.random());

Incercati codul

* **Math.round(x)** - rotunjeste pe x la cel mai apropiat intreg.
* var n1 = 5.8;
* var n2 = -25.38;
* console.log(Math.round(n1)); // 6
* console.log(Math.round(n2)); // -25

Incercati codul

* **Math.sin(x)** - returneaza sinus din x.
* var n1 = 0;
* var n2 = 1;
* var n3 = Math.PI /2;
* console.log(Math.sin(n1)); // 0
* console.log(Math.sin(n2)); // 0.8414709848078965
* console.log(Math.sin(n3)); // 1

Incercati codul

* **Math.sqrt(x)** - returneaza radical din x.
* var n1 = 4;
* var n2 = 81.25;
* console.log(Math.sqrt(n1)); // 2
* console.log(Math.sqrt(n2)); // 9.013878188659973

Incercati codul

* **Math.tan(x)** - returneaza tangenta din x.
* var n1 = 1;
* var n2 = 90;
* console.log(Math.tan(n1)); // 1.5574077246549023
* console.log(Math.tan(n2)); // -1.995200412208242

Incercati codul

* **Math.trunc(x)** - returneaza partea intreaga a numarului x (eliminand zecimalele).
* var n1 = 18.78;
* var n2 = -25.3;
* console.log(Math.trunc(n1)); // 18

console.log(Math.trunc(n2)); // -25

# Obiectul Array
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* [Accesare element din Array](https://marplo.net/javascript/obiectul-array" \l "hshaea" \o "Accesare element din Array)
* [Adaugare si Modificare elemente in Array](https://marplo.net/javascript/obiectul-array" \l "hshama" \o "Adaugare si Modificare elemente in Array)
* [Parcurgere Array](https://marplo.net/javascript/obiectul-array" \l "hshpa" \o "Parcurgere Array)
* [Lucru cu elemente din Array](https://marplo.net/javascript/obiectul-array" \l "hshlea" \o "Lucru cu elemente din Array)
* [Array Multidimensional](https://marplo.net/javascript/obiectul-array" \l "hsham" \o "Array Multidimensional)

## Definire si Utilizare Array

Array este un obiect care poate sa contina mai multe valori intr-o singura variabila. Aceste valori sunt ordonate cu un index numeric incepand de la 0.  
Un Array se poate crea adaugand valorile intre paranteze patrate, sau cu formula: **new Array()**.  
Valorile se pot adauga si dupa definirea array-ului.

- Sintaxa cu paranteze patrate:

**let nume\_array =['v1', 'v2', 'v3'];**

**//sau**

**let nume\_array =[];**

**nume\_array[0] ='v1';**

**nume\_array[1] ='v2';**

**nume\_array[2] ='v3';**

- Sintaxa cu 'new':

**let nume\_array = new Array('v1', 'v2', 'v3');**

**//sau**

**let nume\_array = new Array();**

**nume\_array[0] ='v1';**

**nume\_array[1] ='v2';**

**nume\_array[2] ='v3';**

- 'nume\_array' poate fi orice nume de variabila.  
- valorile adaugate pot fi orice tip de valoare: string (sir), numar, boolean (true /false), obiect (chiar si un alt array).

### Accesare element din Array

Fiecare valoare adaugata intr-un Array devine un element al Array-ului si are asociat un index numeric. Cu acest index se poate accesa oricare element din array.

- Sintaxa:

**nume\_array[index]**

Indexul incepe de la 0. Primul element are index 0, al doilea are index 1, al treilea index 2, etc.  
  
- Exemplu, se defineste un Array cu trei elemente si se scrie in pagina valoarea de la al doilea element (cu index 1).

<script>

//se defineste un array cu 3 elemente si se acceseaza elementul al doilea

let arr =['HTML', 'JavaScript', 890];

var v2 = arr[1];

document.write(v2); //JavaScript

</script>

Incercati codul

### Adaugare si Modificare elemente in Array

Dupa ce a fost creat un array, se poat adauga elemente noi in el sau modifica cele deja adaugate; folosind acceeasi formula ca la accesare, cu indexul intre paranteze patrate.  
- Sintaxa:

**nume\_array[index] ='valoare';**

Un mod simplu de a adauga un nou element la sfarsitul unui array (dupa ultimul adaugat) e cu metoda **push()**, aceasta adauga unul sau mai multe elemente la sfarsitul unui array.  
- Sintaxa:

**var nume\_array =['v1'];**

**nume\_array.push('v2', 'v3');**

Numarul de elemente dintr-un array se poate afla cu proprietatea **length**.  
Indexul ultimului element se poate afla cu: **(array.length -1)**.  
  
- Exemplu, la un Array cu doua elemente se modifica valoarea de la al doilea element si se mai adauga unul.

<script>

//array cu 2 elemente

let arr =['HTML', 'PHP'];

//modifica al doilea element

arr[1] ='Tutorial JS';

//adauga un nou element dupa ultimul

arr.push('New item');

//test, arr are acum 3 elemente

document.write('<br>Array-ul arr are '+ arr.length +' elemente. Al doilea e: '+ arr[1]);

</script>

Incercati codul

### Parcurgere Array

Un Array poate fi parcurs cu instructiune **for()** sau cu metoda **forEach()**.  
- Exemplu cu for(), parcurge si afiseaza vloarea elementelor dintr-un array.

<script>

//array cu 4 elemente

let arr =['HTML', 'CSS', 'JavaScript', 'PHP'];

//parcurge array-ul si scrie valoarea fiecarui element

for(var i=0; i<arr.length; i++){

document.write('<br>'+ arr[i]);

}

</script>

Incercati codul

Metoda **forEach()** preia ca argument o functie 'callback' cu 3 argumente.  
- Sintaxa:

**array.forEach(callbackF)**

- 'callbackF' e o functie care se executa pt. fiecare element, si poate avea trei argumente.

**callbackF(val, index, array)**

* val - valoarea elementului curent.
* index - indexul elementului
* array - (optional) array-ul parcurs.

- Exemplu cu forEach(), parcurge si afiseaza indexul si vloarea elementelor dintr-un array.

<script>

//functia callback pt. forEach()

let parseArr =(v, i)=>{

//scrie indexul si valoarea elementului

document.write('<br>'+ i +' - '+ arr[i]);

}

//array cu 4 elemente

let arr =['HTML', 'CSS', 'JavaScript', 'PHP'];

//parcurge array-ul cu forEach() si functia parseArr()

arr.forEach(parseArr);

</script>

Incercati codul

*Ca performanta,****for()****e mai rapid decat****forEach()****.  
- Un array se poate parcurge si cu instructiunile:****for..in****si****for..of****, vedeti lectia de la: [marplo.net/javascript/instructiuni-repetitive-for](https://marplo.net/javascript/instructiuni-repetitive-for" \o "Instructiuni repetitive for())*

### Lucru cu elemente din Array

JavaScript contine numeroase metode pentru lucru cu elementele unui array. O lista cu aceste metode gasiti la pagina de la adresa: **[marplo.net/javascript/metode-obiect-array](https://marplo.net/javascript/metode-obiect-array" \o "Metode ale obiectului Array in JS)**  
Iata cateva exemple.

- Verificare daca o variabila e array. Se aplica metoda: **Array.isArray()**.

let arr =['MarPlo.net', 'GamV.eu', 90];

//daca arr e array, afiseaza primul element

if(Array.isArray(arr)) document.write('- Primul elm.: '+arr[0]);

Incercati codul

- Aranjare array in ordine alfabetica. Se aplica metoda **sort()**.

let arr =['ef', 'a8', 9, 78];

arr.sort(); //aranjeaza in ordine alfabetica

console.log(arr); //[78, 9, 'a8', 'ef']

Incercati codul

- Suma si Produsul elementelor dintr-un array. Se aplica metoda **reduce()** cu o functie callback.

const arr =[1, 2, 3, 4];

//suma elementelor din arr

const ar\_sum = arr.reduce((a, b)=>a+b);

//produsul elementelor din arr

const ar\_prd = arr.reduce((a, b)=>a\*b);

document.write('<p>Suma numerelor din [1, 2, 3, 4] e: '+ar\_sum+', Produsul: '+ar\_prd+'</p>');

Incercati codul

### Array Multidimensional

La elementele unui array se poate adauga ca valoare un alt array.  
Elementele array-ului interior se acceseaza ierarhic incepand de la array-ul principal.  
- Sintaxa:

**array[index\_array\_intern][index\_elm]**

- Exemplu cu un array Bidimensional:

<div id='dv1'>JS, array Bidimensional</div>

<script>

//se defineste un array bidimensional (elementul al doilea e un array)

let arr =[

'Web develop',

['html', 'css', 'javascript'],

'xyz'

];

//indexul ultimului element din array-ul interior (care e la arr[1])

let ix = arr[1].length -1;

//preia valoarea primului element din 'arr' si a ultimului din array interior

let title = arr[0];

let tutor = arr[1][ix];

//adauga in #dv1 valorile preluate

document.getElementById('dv1').innerHTML ='<h3>'+ title +'</h3>Tutorial '+ tutor;

</script>

# Obiectul Date - Lucru cu Data si Timp

## Curs Javascript
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* [Obiect Date cu data si ora specifice](https://marplo.net/javascript/obiect-date-timp" \l "hshods" \o "Obiect Date cu data si ora specifice)

Obiectul **Date** se foloseste pentru a lucra cu data zilei si timpul (ora).

1. Data initiala 0 (de referinta) este 1-01-1970. Pentru date anterioare are valori negative.
2. JavaScript retine data si timpul ca un numar de milisecunde incepand de la 1-01-1970.
3. Cand creati un obiect "Date", ora folosita de obiect este aceea de pe calculatorul client (al vizitatorului).

## Creare obiect Date

Data si ora curenta pot fi retinute intr-un obiect Date in JavaScript folosind sintaxa:

**var dt = new Date();**

- 'dt' poate fi orice nume de variabila.  
Iata ce contine acest obiect; testati urmatorul cod:

var dt = new Date();

document.write(dt);

//similar cu: Mon Jul 09 2018 17:54:20 GMT+0300 (GTB Daylight Time)

Incercati codul

Dupa ce a fost creat obiectul, se pot folosi metodele acestuia pentru a lucra cu componentele lui referitoare la an, luna, zi, ora, minute, secunde.  
Iata doua exemple.  
  
- Preia numarul de milisecunde (cu **getTime()**) din data curenta si afiseaza timpul Timestamp, adica numarul de secunde de la 1-01-1970 pana acum.

//defineste un obiect Date cu timpul curent

const dt = new Date();

//preia numarul de milisecunde, apoi secundele

let mils = dt.getTime();

let sec = Math.trunc(mils /1000);

//scrie numarul Timestamp

document.write('<p>Numar de secunde de la 1-01-1970 pana acum: '+ sec +'</p>');

Incercati codul

- Preia anul (cu **getFullYear()**), luna (cu **getMonth()**) si numarul curent al zilei (cu **getDate()**), apoi le adauga intr-un element HTML in pagina (prima luna are valoarea 0, ultima are valoarea 11).

<p id='dv1'>Anul, luna si numarul silei.</p>

<script>

//array cu numele lunilor

const ar\_month =['Ianuarie', 'Februarie', 'Martie', 'Aprilie', 'Mai', 'Iunie', 'Iulie', 'August', 'Septembrie', 'Octombrie', 'Noiembrie', 'Decembrie'];

//defineste un obiect Date cu timpul curent

var dt = new Date();

//preia anul, numarul lunii si al zilei din luna

let year = dt.getFullYear();

let month = dt.getMonth();

let day = dt.getDate();

//adauga in #dv1 luna curenta din 'ar\_month' si numarul zilei

document.getElementById('dv1').innerHTML ='Data curenta: '+ year +'-'+ ar\_month[month] +'-'+ day;

</script>

Incercati codul

## Obiect Date cu data si ora specifice

Pentru alte date si ore specifice (fixe), un obiect Date se poate crea in 3 moduri:

**new Date(year, month, day, hours, minutes, seconds, milliseconds)**

**new Date(milliseconds)**

**new Date('date string')**

- In continuare e prezentat pe rand fiecare mod, cu exemple.

### new Date(year, month, ...)

Formula **new Date(year, month, ...)** creaza un obiect Date cu data si timp specific (fix). Poate primi 7 argumente (numere intregi), ultimele 5 sunt optionale.  
Sintaxa:

**new Date(year, month, day, hours, minutes, seconds, milliseconds)**

* ***year*** - anul, un numar cu 4 sa 2 cifre. Cu doua caractere reprezinta anul intre 1900 si 1999 (ex.: 84 = 1984).
* ***month*** - numarul lunii din an, incepand cu 0 pt. Ianuarie pana la 11 pt. Decembrie.
* ***day*** - (optional) numarul zilei din luna.
* ***hour*** - (optional) ora.
* ***minutes*** - (optional) minute.
* ***seconds*** - (optional) secunde.
* ***milliseconds*** - (optional) milisecunde.

- Exemple:

var dt = new Date(2018, 7, 21, 11, 35, 20); //Reprezinta: 21 August 2018, Ora 11:35:20

var dt = new Date(98, 0, 8, 9); //Reprezinta: 8 Ianuarie 1998, Ora 9:00:00

var dt = new Date(2019, 11, 25); //Reprezinta: 25 Decembrie 2019

- Exemplu practic. Preia numarul de milisecunde dintr-un obiect cu data fixa si afiseaza timpul Timestamp (numarul de secunde de la 1-01-1970 pana la acea data si ora).

//defineste un obiect Date pt. data 23 Martie 2018, Ora 14:35

const dt = new Date(2018, 2, 23, 14, 35);

//preia numarul de milisecunde, apoi secundele

let mils = dt.getTime();

let sec = Math.trunc(mils /1000); // 1521808500

//scrie numarul Timestamp

document.write('<p>Numar de secunde de la 1-01-1970 pana la 23-Martie-2018, 14:35 este: '+ sec +'</p>');

Incercati codul

### new Date(milliseconds)

Formula **new Date(milliseconds)** creaza un obiect Date cu **timpul 0 (1970-01-1) plus numarul de milisecunde specificat**.  
Daca numarul de milisecunde e negativ, data e anterioara anului 1970.  
- Exemple:

//obiect Date cu numar de secunde ori 1000 (pt. milisecunde)

const dt = new Date(1521808500 \*1000);

document.write('<p>'+ dt +'</p>');

// Fri Mar 23 2018 14:35:00 GMT+0200 (GTB Standard Time)

Incercati codul

Cu valoare negativa.

//obiect Date cu numar de secunde ori 1000 (pt. milisecunde)

const dt = new Date(-152180850 \*1000);

document.write('<p>'+ dt +'</p>');

// Sat Mar 06 1965 17:32:30 GMT+0200 (GTB Standard Time)

Incercati codul

### new Date('date string')

Formula **new Date('date string')** creaza un obiect Date dintr-un sir cu data si ora specificate literar.  
Sirul de data poatea avea unul din aceste formate:

**new Date('Month DD, YYYY hh:mm:ss'); // Aug 05, 2018 09:25:30**

**new Date('Month DD YYYY'); // Aug 05 2018**

**new Date('DD Month YYYY'); // 05 Aug 2018**

**new Date('YYYY-MM-DD'); // 2018-08-05**

**new Date('YYYY-MM-DDThh:mm:ss'); // 2018-08-05T09:25:30**

* **Month** - numele lunii in engleza (january, february, march, ...), poate fi si prescurtat cu primele trei litere (Jan, Feb, Mar).
* **YYYY** - reprezinta anul. Daca e cu doua caractere (YY) reprezinta anul intre 1900 si 1999.
* **MM** - numarul lunii din an, indicat cu doua caractere: 01 (pt. Ianuarie), 02 (pt. Februarie), ... 12 (Decembrie).
* **DD** - numarul zilei din luna, 1...31
* **hh** - ora.
* **mm** - minute.
* **ss** - secunde.
* **T** - se adauga ca separator de Timp intre data si ora (ex.: '2018-12-17T03:24:00').

- Exemplu, preia si afiseaza numarul de secunde dintre data curenta si un sir cu o alta data si ora.

//obiect cu data curenta

const dt1 = new Date();

//defineste un obiect Date pt. data 23 August 2018, Ora 14:35

const dt2 = new Date('2018-08-25T14:35:00');

//preia diferenta de milisecunde dintre dt1 si dt2

let mils = dt1.getTime() - dt2.getTime();

//retine secundele

let sec = Math.trunc(mils /1000);

//scrie numarul Timestamp

document.write('<p>Numar de secunde de la 23-August-2018, 14:35 pana acum: '+ sec +'</p>');

Incercati codul

Obiectul Date contine metode pentru preluarea componentelor din data (an, luna, zi, etc.), dar si pentru adaugare /setare.  
O lista cu metode ale obiectului Date gasiti la pagina: **[marplo.net/javascript/metode-obiect-date](https://marplo.net/javascript/metode-obiect-date" \o "Metode ale obiectului Date)**  
  
- Exemplu, adauga o ora si 30 minute la data curenta, apoi preia fi afiseaza intr-un element HTML numele zilei din saptamana si ora.

<p id='p1'>Example Date objet in JavaScript</p>

<script>

//array cu zilele din saptamana

const days =['Duminica', 'Luni', 'Marti', 'Miercuri', 'Joi', 'Vineri', 'Sambata'];

var ad\_m = 90\*60\*1000; //o ora si 30 minute in milisecunde

const dt = new Date();

//preia milisecundele din data curenta si adauga ad\_m

let mils = dt.getTime();

dt.setTime(mils +ad\_m);

//preia ziua din saptamana, ora, minute, secunde

let wday = dt.getDay();

let hour = dt.getHours();

let mins = dt.getMinutes();

let sec = dt.getSeconds();

//afiseaza ora in #p1

document.getElementById('p1').innerHTML ='Ziua si ora peste o ora si 30 minute: <strong>'+ days[wday] +', '+ hour +':'+ mins +':'+ sec +'</strong>';

</script>

# Obiectul window

## Curs Javascript
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* [Ferestre Pop-up](https://marplo.net/javascript/windows.html" \l "hshfp" \o "Ferestre Pop-up)
* [Bara de derulare - scroll](https://marplo.net/javascript/windows.html" \l "hshbs" \o "Bara de derulare - scroll)
* [Salvare date in browser](https://marplo.net/javascript/windows.html" \l "hshsb" \o "Salvare date in browser)

Obiectul **window** reprezinta fereastra din browser in care e afisat continutul.  
Obiectul **window** se creaza automat pentru fiecare fereastra deschisa in browser, inclusiv pentru elemente <iframe> din pagina. Acesta contine proprietati si metode pentru lucru cu elemente ale ferestrei si ale paginii web.  
- O lista cu proprietati si metode gasiti la pagina:  
**[marplo.net/javascript/proprietati-metode-window](https://marplo.net/javascript/proprietati-metode-window" \o "Proprietati si Metode obiect window)**

#### Cateva exemple

Proprietatea **parent** face referire la fereastra parinte (daca acel continut e intr-un <iframe>).

<h4>Exemplu parent</h4>

<p>La clic pe buton modifica culoarea background a ferestrei parinte, in care e aceasta fereastra (iframe).</p>

<button id='btn1'>Parent background</button>

<script>

document.getElementById('btn1').addEventListener('click', (ev)=>{

parent.document.body.style.background ='#bfbffe';

});

</script>

Incercati codul

Proprietatea **self** face referire la fereastra curenta.  
- Cu ea se poate verifica daca continutul e intr-un <iframe> sau in fereastra principala.Proprietatea **top** face referire la fereastra primara din browser.**outerHeight** - returneaza inaltimea ferestrei (incluzand toolbar), in pixeli.**outerWidth** - returneaza lungimea ferestrei (in pixeli).

### Ferestre Pop-up

Ferestrele Pop-up se pot crea din JavaScript cu dimensiuni si pozitie pe ecran stabilite de dv., folosind aceasta sintaxa

**window.open('URL', 'name', 'props')**

- 'URL' - adresa pentru continutul paginii din fereastra. Daca se adauga un sir gol, va afisa o pagina goala.  
- 'name' - numele ferestrei.  
- 'props' - (optional) perechi ***nume=valoare*** (separate prin virgula) cu proprietati pentru definirea ferestrei.

* ***height*** - inaltimea ferestrei (in pixeli).
* ***left*** - distanta ferestrei fata de marginea din stanga ecranului (in pixeli).
* ***menubar*** - daca sa afiseze sau nu bara de meniu, folosind valoarea 1 sau 0.
* ***titlebar*** - daca sa afiseze sau nu bara de titlu, folosind valoarea 1 sau 0.
* ***top*** - distanta ferestrei fata de marginea de sus a ecranului (in pixeli).
* ***width*** - lungimea ferestrei (in pixeli).

Daca argumentul 'props' nu e adaugat, se va deschide fereastra ca un nou tab in browser.  
  
- Exemplu, la clic pe un buton se deschide o fereastra cu dimensiuni si pozitie specificate.

<h4>Exemplu window.open()</h4>

<p>La clic pe buton se deschide o fereastra pop-up, cu aceste proprietati: <em>'width=650, height=450, left=30, top=50, menubar=0, titlebar=0'</em>.</p>

<button id='btn1'>Open pop-up</button>

<script>

document.getElementById('btn1').addEventListener('click', (ev)=>{

var popup = window.open('//gamv.eu/', 'TestWin', 'width=650, height=450, left=30, top=50, menubar=0, titlebar=0');

});

</script>

Incercati codul

#### Ferestre cu continut din JavaScript

Metoda **window.open()** returneaza o referinta la fereastra deschisa cu ea. Folosind aceasta referinta, se pot deschide ferestre pop-up cu continut creat direct din JavaScript. In acest caz, la URL se adauga un sir gol.  
In fereastra pop-up se poate adauga buton pentru inchiderea ferestrei cu metoda **close()**.

- Exemplu, la clic pe un buton se deschide o fereastra fara adresa URL, cu continut adaugat din JavaScript; si cu buton de inchidere.

<h4>Exemplu fereastra cu continut din JS si buton Close</h4>

<p>La clic pe buton deschide o fereastra pop-up in care se adauga elemente HTML din JavaScript si un buton Close.</p>

<button id='btn1'>Open pop-up</button>

<script>

document.getElementById('btn1').addEventListener('click', (ev)=>{

//deschide fereastra pop-up

var popup = window.open('', 'TestWindow', 'width=350, height=300, left=20, top=25');

//adauga html si text in ea

popup.document.write('<h1>Bucura-te, fii Fericit</h1>');

popup.document.write(`<blockquote style="color:#0000e0; font-size:18px;">Cea mai pretioasa avere pe care o ai, nimeni nu ti-o poate lua, o poti darui si transmite fara sa scada;<br>

Esti tu insuti, starea ta de a fi.<br>

Daruieste Bucurie si Pace prin starea ta,<br>

Ce si cum daruiesti, tu primesti.</blockquote>

<h4>Transmite Pace si Bucurie, fii Fericit!</h4>`);

popup.document.write('<p> - Nu spun ce sa faci, lumea te reflecta, Tu iti transmiti.</p>');

//adauga buton de inchidere

popup.document.write('<button onclick="window.close()">Close</button>');

//seteaza un background la Body din pagina deschisa

popup.document.body.style.background ='#fefee9';

});

</script>

Incercati codul

### Bara de derulare - scroll

Bara de derulare a paginii (scroll) apartine obiectului **window**. Acesta contine proprietati si metode pentru citirea si setarea pozitiei barelor de derulare a paginii.

* **scrollX** - returneaza pozitia barei orizontale de derulare fata de marginea din stanga (in pixeli).
* **scrollY** - returneaza pozitia barei verticale de derulare fata de marginea de sus (in pixeli).
* **scrollBy(x, y)** - deruleaza continutul cu numarul de pixeli specificati la x si y (orizontal, vertical).
* **scrollTo(x, y)** - deruleaza continutul (barele de scroll) la pozitiile specificate la x si y (orizontal, vertical).

• La obiectul window se poate inregistra evenimentul '**scroll**' prin care se poate detecta cand se deruleaza pagina.  
  
- Exemplu, buton de derulare cu scrollTo() si afisare coordonate ale barelor de derulare.

<h4>Exemplu scrollTo()</h4>

<p style='background:#fdfddb; height:1500px; width:130%;'>La click pe buton, bara de derulare orizontala se va muta la pozitia 300, iar cea verticala se va derula in jos la pozitia 1100 (pixeli).<br>

Se afiseaza in buton coordonatele barelor de derulare, x si y (cu evenimentul 'scroll').<br>

- In partea de jos e un buton pentru scroll-top.</p>

<button id='btn1' style='position:fixed;left:20%; top:170px;'>Scroll</button>

<button onclick='window.scrollTo(0,0)' style='display:block; margin:5px 25px 8px auto;'>Go-Top</button>

<script>

var btn = document.getElementById('btn1');

btn.addEventListener('click', (ev)=>{

window.scrollTo(300, 1100);

});

//detecteaza cand se face scroll la pagina

window.addEventListener('scroll', (ev)=>{

//afiseaza in btn coordonatele barelor de derulare

btn.textContent = window.scrollX +', '+ window.scrollY;

});

</script>

Incercati codul

### Salvare date in browser

Cu proprietatea **localStorage** din obiectul window se pot salva date in browser-ul utilizatorului pe timp nelimitat, pana cand acestea sunt sterse de utilizator sau de alt script.  
Datele stocate in browser cu **localStorage** sunt salvate ca ***string*** (siruri), si pot fi accesate in site-ul din care au fost adaugate de fiecare data cand utilizatorul viziteaza acel site.  
- Aceasta proprietate returneaza un obiect cu metode pentru adaugare si preluare date stocate in browser.

* **localStorage.setItem('key', 'val');** - stocheaza in browser valoarea 'val' ca sir asociat la numele 'key'
* **localStorage.getItem('key');** - returneaza sirul retinut la 'key'
* **localStorage.removeItem('key');** - sterge din localStorage elementul cu numele 'key'

- Exemplu, la clic pe buton salveaza in browser textul adaugat in caseta de text. Iar la click pe alt buton afiseaza din localStorage textul retinut in browser.

<h4>Exemplu localStorage</h4>

<p>La clic pe buton salveaza in browser textul adaugat in caseta de text.<br>

La click pe urmatorul buton care apare, afiseaza din localStorage textul retinut in browser.<br>

- Daca in browser sunt deja salvate date de pe acest site la 'some\_key' in localStorage, le afiseaza in elementul #resp.</p>

<div id='dv1'>

Text: <input type='text' value='marplo.net' id='txt1'><br>

<button id='btn1'>Add in storage</button>

</div>

<button id='btn2' style='display:none'>Get from storage</button>

<blockquote id='resp'>#resp</blockquote>

<script>

//verifica daca sunt date in localStorage la 'some\_key'

var ls\_val = localStorage.getItem('some\_key');

if(ls\_val) document.getElementById('resp').innerHTML ='Din localStorage:<br>'+ ls\_val;

//salveaza in browser valoarea de la #txt1, cu cheie 'some\_key'

document.getElementById('btn1').addEventListener('click', (ev)=>{

var str = document.getElementById('txt1').value;

localStorage.setItem('some\_key', str);

//ascunde #dv1 si afiseaza al doilea buton

document.getElementById('dv1').style.display ='none';

# JavaScript HTML DOM - Obiectul document

## Curs Javascript
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* [Utilizare proprietati din obiectul document](https://marplo.net/javascript/dom-html-obiect-document" \l "hshpd" \o "Utilizare proprietati din obiectul document)
* [Utilizare metode din obiectul document](https://marplo.net/javascript/dom-html-obiect-document" \l "hshmd" \o "Utilizare metode din obiectul document)
* [Lucru cu Proprietati si Metode ale elementelor HTML in JS](https://marplo.net/javascript/dom-html-obiect-document" \l "hshpmh" \o "Lucru cu Proprietati si Metode ale elementelor HTML in JS)

In JavaScript toate elementele dintr-o pagina web sunt considerate obiecte, si sunt organizate in mod ierarhic, pe sistemul Parinte-Copil.  
Parinte este obiectul care contine alte obiecte, iar cele din interiorul lui sunt obiecte Copil. Acestea la randul lor pot contine alte elemente si astfel devin Parinti pentru acelea.  
Aceasta structura ierarhica, de continere pe nivele, e cunoscuta ca DOM (Document Object Model), unde fieare obiect poate fi accesat in mod ierarhic de la primul nivel pana la el, separate cu punct ( ***parinte.copil*** ).  
Obiectul **window** e considerat pe primul nivel, acesta contine elementele /obiectele ferestrei: **Navigator, Location, History, Document**.  
Obiectul **document** contine elementele HTML din pagina, tag-urile, proprietatile CSS, atributele si textul, dupa cum se poate vedea in urmatoarea imagine.  
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## Obiectul document

**Obiectul document** reprezinta pagina web, in el se gasesc elementele (tag-urile HTML), atributele si continutul dintr-o pagina web.  
Acesta contine proprietati si metode prin care se pot adauga, accesa, edita, sterge in mod dinamic elemente si continut in pagina.  
Document apartine obiectului **window** si se poate accesa prin: **window.document**; dar fiindca "window" este obiectul principal, poate fi omis cand se folosesc proprietati si metode ale obiectului "document", si pot fi apelate folosind urmatoarea sintaxa.

**document.nume\_proprietate  
document.numeMetoda()**

- De exemplu: **document.write('String')** scrie sirul 'String' in pagina.

***O lista cu proprietati si metode utile ale obiecului document gasiti la pagina:  
[marplo.net/javascript/proprietati-metode-obiect-document](https://marplo.net/javascript/proprietati-metode-obiect-document" \o "Proprietati si Metode din obiectul document)***

### Utilizare proprietati din obiectul document

Obiectul **document** contine numeroase proprietati pentru accesarea elementelor din pagina. Majoritatea sunt doar pentru citirea elementelor (Read only), dar sunt cateva si pentru scriere.  
Iata cateva exemple.

• **document.URL** - returneaza un sir cu adresa paginii.

<script>

var url = document.URL;

document.write('URL:<br>'+ url);

</script>

Incercati codul

• **document.title** - returneaza si modifica titlul paginii (din tag-ul <title>).

<script>

var title = document.title;

document.write('Titlu:<br>'+ title);

//modifica titlul (se vede la titlu din browser)

document.title ='Pacea-i buna';

</script>

Proprietatile pot sa contina la randul lor obiecte care au propriile lor proprietati si metode.

• De exemplu: **document.links** - contine un array cu toate link-urile (tag-uri <a>) din pagina, sub forma de obiecte. Acestea au proprietati specifice elementelor HTML, care reprezinta partile componente (atributele, textul).  
Urmatorul exemplu afiseaza adresa 'href' a link-urilor din pagina.

<a href='//marplo.net' title='MarPlo.net'>MarPlo.net</a>

<ul><li><a href='//gamv.eu' title='GamV.eu'>GamV.eu</a></li></ul>

<div><a href='//coursesweb.net' title='CoursesWeb.net'>CoursesWeb.net</a></div>

<hr>

<script>

var alnk = document.links; //array cu link-urile din pagina

//parcurge array-ul si afiseaza valoarea href de la fieare

for(var i=0; i<alnk.length; i++) document.write('<br>'+ alnk[i].href);

</script>

Incercati codul

• Proprietatea **innerHTML** apartine obiectelor HTML din document. Aceasta returneaza sau scrie continutul din elementul HTML la care e aplicata.

- Urmatorul exemplu preia continutul din primul link din pagina, apoi il modifica.

<a href='//marplo.net' title='MarPlo.net'>MarPlo.net</a>

<ul><li><a href='//gamv.eu' title='GamV.eu'>GamV.eu</a></li></ul>

<div><a href='//coursesweb.net' title='CoursesWeb.net'>CoursesWeb.net</a></div>

<script>

var alnk = document.links; //array cu link-urile din pagina

//preia textul din primul link

var txta1 = alnk[0].innerHTML;

//modifica textul din primul link

alnk[0].innerHTML ='Text modificat din JS';

//arata in consola textul initial

console.log('Textul din primul link era: '+ txta1);

</script>

Incercati codul

### Utilizare metode din obiectul document

Obiectul document contine numeroase metode pentru preluarea si modificarea elementelor HTML din pagina in script-uri JS.  
In continuare sunt prezentate cateva exemple cu accesare si manipulare elemente HTML folosind metodele JavaScript.

• **document.getElementById('id')** - preia elementul HTML care are id-ul specificat.

*Mai multe detalii si exemple cu getElementById() gasiti la Lectia de la pagina: [marplo.net/javascript/getelementbyid.html](https://marplo.net/javascript/getelementbyid.html" \o "getElementById)*

Exemplu, preia continutul dintr-un Div si il adauga cu proprietatea **textContent** in alt element HTML.

<p id='prg1'>Exemplu cu <em>getElementById()</em></p>

Continutul din #prg1 este: <span id='sp1'>str</span>

<script>

//preia elementul html cu id-ul prg1

var elm = document.getElementById('prg1');

//preia continutul html din elm

var elm\_cnt = elm.innerHTML;

//adauga sirul din elm\_cnt ca text in #sp1

document.getElementById('sp1').textContent = elm\_cnt;

</script>

Incercati codul

• **getElementsByTagName('tag')** - returneaza un array cu elementele HTML care au tag-ul specificat.

*Mai multe detalii si exemple cu getElementsByTagName() gasiti la Lectia de la pagina: [marplo.net/javascript/getelementsbytagname.html](https://marplo.net/javascript/getelementsbytagname.html" \o "getElementsByTagName)*

Exemplu, afiseaza in pagina numarul de tag-uri H3 si id-ul de la primul.

<h3 id='id\_elm'>Unde-s doi sunt doi de unu.</h3>

<div>Div, HTML content</div>

<h3>Alt tag H3</h3>

<blockquote id='resp'>Pt. raspuns din JS.</blockquote>

<script>

//array cu tag-urile H3

var ar\_h3 = document.getElementsByTagName('h3');

//adauga in #resp nr. elemente H3 si id-ul de la primul

if(ar\_h3.length >0){

var idh = ar\_h3[0].id; //id-ul primului element din ar\_h3

document.getElementById('resp').innerHTML ='Sunt '+ ar\_h3.length +' elemente H3, primul are id: '+ idh;

}

</script>

Incercati codul

### Lucru cu Proprietati si Metode ale elementelor HTML in JS

Elementele HTML preluate in JavaScript au proprietati si metode pentru accesarea si manipularea partilor componente (atribute, stiluri css, continut).  
Acestea se aplica direct la elementul respectiv.

**elmHtml.proprietate  
elmHtml.metoda()**

- Unde 'elmHtml' este elementul HTML preluat cu metode specifice DOM (din ***document***).

***O lista cu proprietati si metode utile ale elementelor HTML gasiti la pagina:  
[marplo.net/javascript/proprietati-metode-element-html](https://marplo.net/javascript/proprietati-metode-element-html" \o "Proprietati si Metode utile ale elementelor HTML in JavaScript)***

#### Exemple

• **elmHtml.addEventListener('event', callback)** - apeleaza functia de la **callback** cand evenimentul de la 'event' este efectuat (vedeti si tutorialul de la: [marplo.net/javascript/detectare-stergere-evenimente-js](https://marplo.net/javascript/detectare-stergere-evenimente-js" \o "Detectare si Stergere Evenimente in JS)).  
- Exemplu, cand se apasa clic pe butonul cu id #btn1 afiseaza o fereastra alert() cu textul din #prg1.

<p id='prg1'>Ex. addEventListener(), clic.</p>

<button id='btn1'>Clic</button>

<script>

//la click pe #btn1 se apeleaza o functie

document.getElementById('btn1').addEventListener('click', (ev)=>{

var cnt = document.getElementById('prg1').textContent;

alert(cnt);

});

</script>

Incercati codul

• **elmHtml.parentNode** - returneaza elementul parinte in care e inclus elmHtml.  
• **elmHtml.className** - returneaza clasa (valoarea atributului ***class***) din elmHtml.  
- Exemplu, cand se apasa clic pe butonul cu id #btn1 afiseaza o fereastra alert() cu clasa din elementu parinte al butonului.

<div class='cls\_1'>Div in care e un buton: <button id='btn1'>Clic</button></div>

<script>

//la click pe #btn1 se apeleaza o functie (ev reprezinta un obiect cu evenimentul)

document.getElementById('btn1').addEventListener('click', (ev)=>{

//preia elementul parinte (ev.target reprezinta elementul care a actionat evenimentul)

var parent = ev.target.parentNode;

//preia clasa

var cls = parent.className;

alert('Elementul parinte are class='+ cls);

});

</script>

Incercati codul

• **elmHtml.setAttribute('attr', 'val')** - seteaza atributul specificat 'attr' cu valoarea 'val'.  
• **elmHtml.outerHTML** - returneaza un sir HTML cu tot elementul elmHtml (toata sructura si continutul). Sau inlocuieste elmHtml cu altceva (transmis ca sir).  
- Exemplu, cand se apasa clic pe butonul cu id #btn1 seteaza atributul 'style' cu proprietati CSS la #prg1, apoi sterge butonul din pagina.

<p id='prg1'>Pacea, Bucuria si Bunatatea construiesc Sanatatea.</p>

<button id='btn1'>Clic</button>

<script>

//la click pe #btn1 se apeleaza o functie (ev reprezinta un obiect cu evenimentul)

document.getElementById('btn1').addEventListener('click', (ev)=>{

//seteaza style la #prg1

document.getElementById('prg1').setAttribute('style', 'color:#0000e0; font-size:22px;');

//sterge butonul (ev.target reprezinta elementul care a actionat evenimentul)

ev.target.outerHTML ='';

});

</script>

# Utilizare getElementById
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Bottom of Form

* [innerHTML](https://marplo.net/javascript/getelementbyid.html" \l "hshinh" \o "innerHTML)
* [getAttribute(attr) si setAttribute(attr, val)](https://marplo.net/javascript/getelementbyid.html" \l "hshgsa" \o "getAttribute si setAttribute)
* [parentNode](https://marplo.net/javascript/getelementbyid.html" \l "hshpn" \o "parentNode)
* [Proprietatea style](https://marplo.net/javascript/getelementbyid.html" \l "hshps" \o "Proprietatea style)
* [value](https://marplo.net/javascript/getelementbyid.html" \l "hshval" \o "value)

ID-ul este un atribut care poate fi adaugat in tag-urile HTML. Prin valoarea data acestui atribut se atribuie un nume unic acelui element. Acest "id" poate fi folosit in stilurile CSS pentru a defini aspectul grafic si aranjarea in pagina a tag-ului respectiv, dar poate fi folosit si in scripturi JavaScript pentru a lucra cu elementele si continutul lor.  
Cu valoarea id-ului se poate prelua elementul HTML in JavaScript foarte usor, folosind metoda **getElementById()**cu urmatoarea sintaxa:

**document.getElementById('id')**

- returneaza un obiect JavaScript cu elementul care are id-ul specificat.

Obiectul returnat de **getElementById()** contine proprietati si metode prin care se poate lucra cu partile componente ale acelui element (atribute, continut). O lista cu acestea gasiti la pagina:  
**[marplo.net/javascript/proprietati-metode-element-html](https://marplo.net/javascript/proprietati-metode-element-html" \o "Proprietati si Metode utile ale elementelor HTML in JavaScript)**

- In continuare sunt prezentate cateva exemple cu unele din aceste proprietati si metode pe care le puteti testa direct pe acest site.

### addEventListener()

**addEventListener()** e o metoda prin care se poate inregistra detectarea de evenimente efectuate pe un element HTML (*click, mouseenter, focus, input*, etc.).  
Sintaxa:

**elm.addEventListener('event', callF)**

Unde '***elm***' reprezinta elementul HTML. Cand are loc evenimentul '***event***' la acel element, se apeleaza functia de la ***callF***.  
  
Mai multe detalii in tutorialul de la: **[marplo.net/javascript/detectare-stergere-evenimente-js](https://marplo.net/javascript/detectare-stergere-evenimente-js" \l "hsheal" \o "Detectare eveniment cu addEventListener)**  
  
- Iata un exemplu, cand mouse-ul intra pe suprafata unui Div, se schimba culoarea background; iar la click pe el se afiseaza o fereastra alert.

<h4>Exemplu cu addEventListener()</h4>

<p id='pr1'>Cand mouse-ul intra pe suprafata Div-ului cu id 'dv1', se schimba culoarea background; iar la click pe el se afiseaza o fereastra alert.</p>

<div id='dv1' style='background:#b8eeb9; height:100px; font-weight:700; width:150px;'>Div #dv1<br>

- Click Aici -</div>

<script>

var dv1 = document.getElementById('dv1');

//detecteaza mouseenter

dv1.addEventListener('mouseenter', (ev)=>{

// ev.target reprezinta elementul la care sa declansat evenimentul (aici acelasi cu dv1 )

ev.target.style.background ='#ced0fe';

});

//detecteaza click

dv1.addEventListener('click', (ev)=>{

alert('Pacea-i Buna');

});

</script>

Incercati codul

### innerHTML

Returneaza continutul elementului, sau il inlocuieste cu alt continut HTML.

<h4>Exemplu innerHTML</h4>

<a id='lnk1' href='//marplo.net' title='MarPlo.net'><em>MarPlo.net</em></a>

<ul><li><a href='//gamv.eu' title='GamV.eu'>GamV.eu</a></li></ul>

<p>La clic pe urmatorul button preia continutul din primul link (cu id 'lnk1'), apoi il inlocuieste cu altceva si afiseaza continutul initial in consola.</p>

<button id='btn1'>Test innerHTML</button>

</div>

<script>

document.getElementById('btn1').addEventListener('click', (ev)=>{

var lnk1 = document.getElementById('lnk1');

//preia continutul html din #lnk1

var cnt = lnk1.innerHTML;

//modifica continutul din lnk1

lnk1.innerHTML ='Continut adaugat cu <em>innerHTML</em>';

//arata in consola continutul initial

console.log('Continut din #lnk1 era: '+ cnt);

});

</script>

Incercati codul

### getAttribute(attr) si setAttribute(attr, val)

**getAttribute(attr)** returneaza valoarea atributului 'attr' specificat.  
**setAttribute(attr, val)** defineste atributul specificat la 'attr' cu valoarea de la 'val'.

<h4>Exemplu getAttribute() si setAttribute()</h4>

<p id='pr1' style='background:#fbfbbb; font-size:18px;'>La clic pe urmatorul button se afiseaza la #resp valoarea atributului 'style' din acest paragraf (cu getAttribute() ), apoi defineste alta valoare la atributul 'style' cu setAttribute().</p>

<button id='btn1'>Set style</button>

<blockquote id='resp'>#resp</blockquote>

<script>

var prg = document.getElementById('pr1');

document.getElementById('btn1').addEventListener('click', (ev)=>{

document.getElementById('resp').textContent ='style precedent: '+ prg.getAttribute('style');

prg.setAttribute('style', 'background:#dee0fe; font-weight:700;');

});

</script>

Incercati codul

### parentNode

Returneaza elementul parinte in care se afla elementul la care e atasat.

<h4>Exemplu parentNode</h4>

<div>

<p>La clic pe urmatorul button se afiseaza la #resp numele tag-ului elementului parinte (cu tagName) in care e adugat butonul.</p>

<button id='btn1'>Parent Tag</button>

</div>

<blockquote id='resp'>#resp</blockquote>

<script>

var btn = document.getElementById('btn1');

btn.addEventListener('click', (ev)=>{

document.getElementById('resp').textContent = btn.parentNode.tagName;

});

</script>

Incercati codul

### Proprietatea style

Cu proprietatea **style** se pot defini din JavaScript proprietati de stil CSS la elementele HTML, folosind aceasta sintaxa.

**elm.style.propName ='value';**

Unde 'elm' reprezinta elementul HTML, 'propName' e proprietatea CSS, iar 'value' e valoarea care i-se atribuie.

*Diferenta apare la proprietatile CSS compuse, cum e "font-weight", "margin-top" sau "border-top-width" si altele similare.  
In JavaScript dispare liniuta '-' si cuvintele urmatoare se scriu cu primul caracter majuscula, astfel pentru "font-weight" din CSS in JS este:****fontWeight****, iar pentru "border-top-width" in JS este:****borderTopWidth***

<h4>Exemplu cu proprietatea style</h4>

<p id='pr1'>La clic pe urmatorul button se definesc la acest paragraf proprietatile CSS 'color' si 'font-size' folosind proprietatea JS 'style'.</p>

<button id='btn1'>Set style</button>

<script>

var prg = document.getElementById('pr1');

document.getElementById('btn1').addEventListener('click', (ev)=>{

prg.style.color ='#0000d0';

prg.style.fontSize ='20px';

});

</script>

Incercati codul

### value

Proprietatea **value** se foloseste la elemente de formular, aceasta preia sau atribue valori in campurile din formular.  
- Pentru a folosi proprietatea "***value***" impreuna cu getElementById('id'), campul sau caseta de formular la care se face referire trebuie sa aibe un "id".  
Iata un exemplu simplu care, la clic pe un buton afiseaza intr-un element HTML textul scris intr-o caseta de tip 'password'.

<h4>Exemplu cu value</h4>

<p id='pr1'>La clic pe urmatorul button se afiseaza la #resp valoarea /parola din caseta de tip 'password'.</p>

Password: <input type='password' id='inp1' value='marplo.net'><br>

<button id='btn1'>Show pass</button>

<blockquote id='resp'>#resp</blockquote>

<script>

var inp = document.getElementById('inp1');

document.getElementById('btn1').addEventListener('click', (ev)=>{

document.getElementById('resp').textContent = inp.value;

});

</script>

# window.navigator
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Obiectul **navigator** apartine direct obiectului "window".  
- **navigator** contine informatii despre programul /aplicatia browser.  
Acest obiect are cateva proprietati si metode care pot fi apelate cu sintaxa:

**navigator.nume\_proprietate  
navigator.numeMetoda()**

### Proprietati si Metode obiect navigator

* **cookieEnabled** - returneaza True daca cookie e activat in browser, in caz contrar, False.
* var msg = (navigator.cookieEnabled) ? 'Cookie poate fi folosit in browser' :'Nu se poate utiliza cookie in browser';
* document.write('<p>'+ msg +'</p>');

Incercati codul

* **geolocation** - returneaza un obiect **Geolocation** care permite aflarea pozitiei (latitudine /longitudine) navigatorului (functioneaza in pagini cu adresa 'secure': HTTPS).
* <p id='prg1'>Clic pe buton pt. aflare coordonate.</p>
* <button onclick='getLocation()'>Get coords</button>
* <script>
* var prg1 = document.getElementById('prg1');
* //functie apelata de la buton
* function getLocation(){
* var options = { enableHighAccuracy: true, timeout: 5000};
* var error =(err)=>{
* prg1.innerHTML ='ERROR: '+ err.code +' - '+err.message;
* }
* if(navigator.geolocation) navigator.geolocation.getCurrentPosition(showPosition, error, options);
* else prg1.innerHTML ='Geolocation nu e valabil in acest browser.';
* }
* function showPosition(pos){
* prg1.innerHTML = 'Latitude: '+ pos.coords.latitude +'<br>Longitude: '+ pos.coords.longitude;
* }
* </script>

Incercati codul

* **language** - limbajul setat in browser.
* document.write('<p>Limbajul setat in browser e: '+ navigator.language +'</p>');
* //Ex.: en-US

Incercati codul

* **onLine** - returneaza True daca browser-ul e online, in caz contrar False.
* document.write('<p>Browser-ul e online: '+ navigator.onLine +'</p>');

Incercati codul

* **oscpu** - returneaza un sir cu sistemul de operare curent, sau 'undefined'.
* document.write('<p>Sistemul dv. de operare e:<br> '+ navigator.oscpu +'</p>');
* //ex.: Windows NT 6.1

Incercati codul

* **userAgent** - returneaza un sir cu antetul /tipul browser-ului.
* document.write('<p>location.userAgent a returnat:<br> '+ navigator.userAgent +'</p>');
* //ex.: Mozilla/5.0 (Windows NT 6.1) AppleWebKit/537.36 (KHTML, like Gecko) Chrome/54.0.2840.87 Safari/537.36

Incercati codul

- Multe din metodele obiectului navigator au fost deprecate in versiunea JS mai noua, sau nu sunt standard.  
O metoda din acest obiect e:

* **vibrate(ms)** - determina vibrarea dispozitivului (la dispozitive care au sistem de vibratie) pt. un numar de milisecunde 'ms' specificat.

navigator.vibrate(500); // vibreaza 500ms

# window.history

## Curs Javascript
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Navigatoarele web au o caracteristica numita "History" care permite urmarirea locatiilor pe care le-ati vizitat.  
Acest obiect apartine direct obiectului "window"; contine un Array cu paginile vizitate de client, in cadrul unei ferestre, un istoric al paginilor vizitate.  
  
- Obiectul **history** permite navigarea inapoi in lista istoric la paginile care au mai fost vizitate in cadrul aceleasi ferestre.  
Acest obiect are cateva proprietati si metode care pot fi apelate cu sintaxa:

**window.history.nume\_proprietate  
window.history.numeMetoda()**

• Obiectul **history** are doua proprietati: **length** si **state**.  
**window.history.length** - returneaza numarul de adrese URL din 'history'.  
**window.history.state** - returneaza obiectul adaugat in history cu **pushState()** sau **replaceState()**.

### Metode obiect history

* **back()** - incarca in pagina adresa URL precedenta din lista istoric.

<button onClick='window.history.back()'>Back</button>

* **forward()** - incarca urmatoarea adresa URL din lista istoric.

<button onClick='window.history.forward()'>Forward</button>

* **go(x)** - incarca o adresa URL, echivalenta cu un salt la numarul "x" (pozitiv sau negativ) din lista istoric.
* window.history.go(-1); //echivalent cu: window.history.back()
* window.history.go(-2); //a doua adresa inapoi
* window.history.go(1); //echivalent cu: window.history.forward()
* **pushState(state\_obj, title, url)** - adauga in istoric o noua intrare pt. pagina curenta, cu adresa de la 'url' si titlul de la 'title'.  
  In plus, modifica adresa din bara de adrese cu 'url', fara sa incarce acea adresa (nu conteaza daca e adresa valida sau nu).  
  - 'state\_obj' e un mic obiect JS asociat cu noua modificare in istoric, care apoi poate fi preluat cu: **history.state**.
* <button onClick='addAdr()'>Adauga adresa</button>
* <script>
* var stob ={prop:'some str'};
* function addAdr(){
* window.history.pushState(stob, 'New Title', 'some\_url.html');
* //foloseste cu proprietatea state obiectul adaugat in history
* alert(history.state.prop);
* }
* </script>

- Demo:

- Clic pe urmatorul buton, vedeti modificarea la adresa din browser.  
Adauga adresa

* **replaceState(state\_obj, title, url)** - modifica in '**history**' istoricul pagini curente cu argumentele transmise: adresa de la 'url' si titlul cu 'title'.  
  La fel ca ***pushState()***, modifica adresa din bara de adrese cu 'url', fara sa incarce acea adresa (nu conteaza daca e adresa valida sau nu).  
  - 'state\_obj' e un mic obiect JS asociat cu noua modificare in istoric, care apoi poate fi preluat cu: **history.state**.
* <button onClick='replaceAdr()'>Modifica adresa</button>
* <script>
* var stob ={prop:'some str'};
* function replaceAdr(){
* window.history.replaceState(stob, 'New Title', 'change\_url.html');
* //foloseste cu proprietatea state obiectul adaugat in history
* alert(history.state.prop);
* }
* </script>

- Demo:

- Clic pe urmatorul buton, vedeti modificarea la adresa din browser.  
Modifica adresa

# Obiectul location

## Curs Javascript
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Obiectul **location** apartine obiectului '***window***' dar si obiectului '***document***'.  
- **location** contine date din adresa URL curenta.  
  
• **window.location** (sau **document.location** ) returneaza adresa URL completa, dar daca i-se atribue o valoare (un sir cu adresa URL) va deschide in fereastra acea adresa (face redirect la adresa adaugata).

- Exemplu, afiseaza adresa completa a paginii, iar dupa 5 secunde face redirect la alta adresa (in iframe daca script-ul e intr-un <iframe>).

document.write('<p>Adresa curenta:<br>'+window.location+'<br><br>- Dupa 5 secunde redirect la: //gamv.eu</p>');

window.setTimeout(()=>{window.location ='//gamv.eu';}, 5000);

Incercati codul

Acest obiect are proprietati si metode care pot fi apelate cu sintaxa:

**window.location.nume\_proprietate  
window.location.numeMetoda()**

### Proprietati obiect location

* **hash** - returneaza sau seteaza sirul din adresa URL care urmeaza dupa caracterul diez (#).
* //URL: https://marplo.net/javascript?id=9#abc\_xy
* var hash = window.location.hash; // #abc\_xy
* //adauga alt hash
* window.location.hash ='xy\_890';
* alert(hash);
* **host** - contine numele domeniului si numarul de port (daca e specificat) al adresei URL.
* //URL: https://bfie.marplo.net/page1
* var str = window.location.host; // bfie.marplo.net
* **hostname** - contine numele domeniului din adresa URL (fara port).
* //URL: https://marplo.net/javascript?id=9#abc\_xy
* var str = window.location.hostname; // marplo.net
* **href** - seteaza sau returneaza adresa URL completa.
* <p>Exemplu: location.href<br>
* - La clic pe buton afiseaza fereastra alert cu adresa paginii, apoi incarca alta adresa (in iframe daca script-ul e intr-un &lt;iframe&gt;).</p>
* <button id='btn1'>Click</button>
* <script>
* document.getElementById('btn1').addEventListener('click', (ev)=>{
* var str = window.location.href;
* alert(str);
* //incarca alta adresa in fereastra
* window.location.href ='//gamv.eu/';
* });
* </script>

Incercati codul

* **origin** - contine partea din adresa URL cu protocol, hostname (domeniu) si port (daca e specificat).
* <p>Exemplu: location.origin<br>
* - <strong>window.location.origin</strong> a returnat:<br>
* <span id='resp'>window.location.origin</span></p>
* <script>
* document.getElementById('resp').innerHTML = window.location.origin;
* </script>

Incercati codul

* **pathname** - returneaza sau seteaza partea din adresa URL dupa numele domeniului, cu '/' la inceput.
* //URL: https://marplo.net/html/div\_span.html
* var str = window.location.pathname; // /html/div\_span.html
* alert(str);
* //incarca alta pagina din aceleasi site
* window.location.pathname ='/javascript/sintaxajs.html';
* **port** - returneaza sau seteaza numarul port-ului din URL (daca e specificat).
* //URL: https://marplo.net:443/javascript
* var port = window.location.pathname; // 443
* **protocol** - returneaza sau seteaza partea de protocol din adresa URL, cu ':' la sfarsit.
* //URL: https://marplo.net/javascript
* var prot = window.location.protocol; // https:
* **search** - returneaza sau seteaza sirul 'query' (parametri dupa '?') din adresa URL, inclusiv '?'.
* //URL: //https://domain.net/page?id=2&src=abcd
* var query = window.location.search; // ?id=2&src=abcd

### Metode obiect location

* **assign(url)** - incarca si afiseaza documentul de la adresa 'url' transmisa.
* <p>Exemplu window.location.assign().<br>
* - La clic pe buton incarca o adresa cu o imagine.</p>
* <button id='btn1'>Click</button>
* <script>
* document.getElementById('btn1').addEventListener('click', (ev)=>{
* window.location.assign('//marplo.net/imgs/smile\_gift.png');
* });
* </script>

Incercati codul

* **reload(arg)** - reincarca adresa URL curenta in fereastra de browser. Parametrul 'arg' e optional, poate fi **true** sau **false**.  
  Daca e specificat 'true', reincarca continutul de pe server; daca e 'false' sau nu e specificat, poate sa reincarce continutul din cache-ul browser-ului.
* <p>Exemplu window.location.reload().<br>
* - La clic pe buton reincarca pagina de pe server.</p>
* <button id='btn1'>Click</button>
* <script>
* document.getElementById('btn1').addEventListener('click', (ev)=>{
* window.location.reload(true);
* });
* </script>

Incercati codul

* **replace(url)** - incarca si afiseaza in fereastra continutul de la adresa 'url'.  
  - Diferenta fata de ***assign()*** e faptul ca **replace()** inlocuieste in 'history' pagina curenta cu pagina de la noua adresa, adica butonul Back din browser nu mai intoarce la pagina initiala.
* <p>Exemplu window.location.replace().<br>
* - La clic pe buton incarca o imagine.</p>
* <button id='btn1'>Replace</button>
* <script>
* document.getElementById('btn1').addEventListener('click', (ev)=>{
* window.location.replace('//marplo.net/imgs/smile\_gift.png');
* });

</script>

# Obiectul anchor si Lucru cu adrese din link
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Bottom of Form

Obiectul **anchor** reprezinta elementele HTML <a> (folosite pentru link-uri).  
In afara de proprietatile si metodele specifice elementelor html (prezentate la: **[marplo.net/javascript/proprietati-metode-element-html](https://marplo.net/javascript/proprietati-metode-element-html" \o "Proprietati si Metode utile ale elementelor HTML in JavaScript)** ), obiectul anchor contine si proprietati proprii, utile pentru lucru cu adrese URL (link-uri adaugate in elemente <a>).

### Proprietati obiect Anchor

Proprietatile obiectului **anchor** sunt similare cu cele de la obiectul ***navigator***, dar se aplica la elementele <a> preluate /create in JavaScrip.

**download** - returneaza sau seteaza valoarea atributului 'download' dintr-un link.  
- Acest atribut indica faptul ca link-ul e pt. download, resursa va fi descarcata cand se da clic pe link.

<p>Exemplu link cu atribut download.<br>

- La clic pe link, resursa de la adresa 'href' va fi descarcata.</p>

<a href='/imgs/smile\_gift.png' title='Image' id='lnk1' download='smile'><img src='/imgs/smile\_gift.png' alt='Smile' width='40' height='35'> Link image</a>

<p>La clic pe urmatorul buton va fi adaugat la #resp valoarea atributului download.</p>

<button id='btn1'>Attr download</button>

<blockquote id='resp'>#resp</blockquote>

<script>

document.getElementById('btn1').addEventListener('click', (ev)=>{

var dwl = document.getElementById('lnk1').download;

document.getElementById('resp').innerHTML = dwl;

});

</script>

Incercati codul

**hash** - returneaza sau seteaza sirul din adresa de la 'href' care urmeaza dupa caracterul diez (#).**host** - contine numele domeniului si numarul de port (daca e specificat) din adresa de la 'href'.**hostname** - contine numele domeniului din adresa de la 'href'.**href** - seteaza sau returneaza adresa completa de la 'href'.**origin** - contine partea din adresa de la 'href' cu protocol, hostname (domeniu) si port (daca e specificat).**password** - returneaza sau seteaza partea 'password' (parola) din adresa de la 'href' (daca e specificata, inainte de numele domeniului).**pathname** - returneaza sau seteaza partea din adresa de la 'href' dupa numele domeniului, cu '/' la inceput.**port** - returneaza sau seteaza numarul port-ului din adresa link-ului (daca e specificat).**protocol** - returneaza sau seteaza partea de protocol din adresa link-ului, cu ':' la sfarsit.**referrerPolicy** - returneaza sau seteaza valoarea atributului **referrerpolicy**. Se pot seta urmatoarele valori:  
- **no-referrer** - referrer HTTP header nu va fi transmis.  
- **origin** - referrer-ul transmis va fi originea paginii (protocol, domeniu si port).  
- **unsafe-url** - referrer-ul va include originea si 'pathname' din adresa paginii.**rel** - returneaza sau seteaza valoarea atributului **rel**.**search** - returneaza sau seteaza sirul 'query' (parametri dupa '?') din adresa link-ului, inclusiv '?'.**target** - returneaza sau seteaza valoarea atributului 'target'.**title** - returneaza sau seteaza valoarea atributului 'title' din link.**text** - returneaza sau seteaza textul link-ului.**username** - returneaza sau seteaza partea 'username' (nume\_user) din adresa de la 'href' (daca e specificat, inainte de numele domeniului).

**<<-[Obiectul location](https://marplo.net/javascript/obiectul-location" \o "Obiectul location) -- [Obiectul form in JavaScript](https://marplo.net/javascript/obiect-form" \o "Obiectul form in JavaScript)->>**

* **[Tutoriale JavaScript](https://marplo.net/javascript/tutoriale-js" \o "Tutoriale JavaScript)**
* **[Vue.js](https://marplo.net/vuejs" \o "Vue.js)**
* **[Curs jQuery](https://marplo.net/javascript/curs-jquery-tutoriale-js" \o "Curs jQuery)**
* **[Tutoriale Node.js](https://marplo.net/javascript/tutoriale-nodejs-js" \o "Tutoriale Node.js)**
* **[Coduri si Functii JavaScript](https://marplo.net/javascript/cod-functii-javascript-js" \o "Coduri si Functii JavaScript)**
* **[Scripturi](https://marplo.net/javascript/scripts" \o "Scripturi)**
* **[JavaScript](https://marplo.net/javascript" \o "JavaScript)**

[Utilizare EventSource pentru evenimente de la server](https://marplo.net/javascript/eventsource-evenimente-server" \o "Utilizare EventSource pentru evenimente de la server)[JavaScript Worker](https://marplo.net/javascript/worker-js" \o "JavaScript Worker)[Creare clase in JavaScript cu Metode care pot fi inlantuite](https://marplo.net/javascript/creare-clase-metode-inlantuite" \o "Creare clase in JavaScript cu Metode care pot fi inlantuite)[Subclase cu extends si Mostenire](https://marplo.net/javascript/subclase-extends-mostenire" \o "Subclase cu extends si Mostenire)[Definire si Utilizare Clase in JavaScript](https://marplo.net/javascript/definire-utilizare-clase-js" \o "Definire si Utilizare Clase in JavaScript)[classList - Lucru cu clase css](https://marplo.net/javascript/classlist-lucru-clase-css" \o "classList - Lucru cu clase css)[Creare scripturi avansate Javascript - PHP](https://marplo.net/javascript/javascript_php.html" \o "Creare scripturi avansate Javascript - PHP)[createElement si insertBefore](https://marplo.net/javascript/createelement_insertbefore.html" \o "createElement si insertBefore)[querySelector si querySelectorAll](https://marplo.net/javascript/queryselector_queryselectorall.html" \o "querySelector si querySelectorAll)[Utilizare getElementsByTagName in JS](https://marplo.net/javascript/getelementsbytagname.html" \o "Utilizare getElementsByTagName in JS)[Utilizare Cookie in JS](https://marplo.net/javascript/cookie.html" \o "Utilizare Cookie in JS)[Lucru cu Imagini in JavaScript](https://marplo.net/javascript/lucru-imagini-js" \o "Lucru cu Imagini in JavaScript)[Detectare si Stergere Evenimente in JS](https://marplo.net/javascript/detectare-stergere-evenimente-js" \o "Detectare si Stergere Evenimente in JS)[Evenimente JavaScript](https://marplo.net/javascript/evenimente.html" \o "Evenimente JavaScript)[Accesare elemente din form](https://marplo.net/javascript/accesare-elemente-form" \o "Accesare elemente din form)[Obiectul form in JavaScript](https://marplo.net/javascript/obiect-form" \o "Obiectul form in JavaScript)[Obiectul location](https://marplo.net/javascript/obiectul-location" \o "Obiectul location)[window.history](https://marplo.net/javascript/history" \o "window.history)[window.navigator](https://marplo.net/javascript/navigator" \o "window.navigator)[Utilizare getElementById](https://marplo.net/javascript/getelementbyid.html" \o "Utilizare getElementById)[JavaScript HTML DOM - Obiectul document](https://marplo.net/javascript/dom-html-obiect-document" \o "JavaScript HTML DOM - Obiectul document)[Obiectul window](https://marplo.net/javascript/windows.html" \o "Obiectul window)[Obiectul Date - Lucru cu Data si Timp](https://marplo.net/javascript/obiect-date-timp" \o "Obiectul Date - Lucru cu Data si Timp)[Obiectul Array](https://marplo.net/javascript/obiectul-array" \o "Obiectul Array)[Obiectul Math - Metode pentru operatiuni matematice](https://marplo.net/javascript/obiect-math-operatiuni-matematice" \o "Obiectul Math - Metode pentru operatiuni matematice)[Numere in JavaScript](https://marplo.net/javascript/numere-js" \o "Numere in JavaScript)[Obiectul String - Sir](https://marplo.net/javascript/obiectul-string" \o "Obiectul String - Sir)[Utilizare Functii si Parametri lor](https://marplo.net/javascript/functii2.html" \o "Utilizare Functii si Parametri lor)[Definire si Utilizare Functii in JS](https://marplo.net/javascript/definire-utilizare-functii" \o "Definire si Utilizare Functii in JS)[Ferestre Alert Prompt si Confirm](https://marplo.net/javascript/alert_prompt_confirm.html" \o "Ferestre Alert Prompt si Confirm)[break, continue, si eticheta](https://marplo.net/javascript/break-continue-eticheta" \o "break, continue, si eticheta)[Instructiuni repetitive while](https://marplo.net/javascript/instructiuni-repetitive-while" \o "Instructiuni repetitive while)[Instructiuni repetitive for()](https://marplo.net/javascript/instructiuni-repetitive-for" \o "Instructiuni repetitive for())[Instructiuni conditionale if() else, switch](https://marplo.net/javascript/instructiuni_conditionale.html" \o "Instructiuni conditionale if() else, switch)[Operatori in JavaScript](https://marplo.net/javascript/operatori.html" \o "Operatori in JavaScript)[Definire Variabile si Constante](https://marplo.net/javascript/definire-variabile-constante" \o "Definire Variabile si Constante)[Sintaxa JavaScript](https://marplo.net/javascript/sintaxajs.html" \o "Sintaxa JavaScript)[![Donation](data:image/png;base64,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)](https://www.paypal.com/cgi-bin/webscr?cmd=_s-xclick&hosted_button_id=KEHLERNATG54U&source=url)

#### Un Test simplu in fiecare zi

##### HTML

##### CSS

##### JavaScript

##### PHP-MySQL

##### Engleza

##### Spaniola

***Clic pe metoda ce creaza un array cu toate elementele din pagina cu un anumit nume de tag.***

**getElementsByName()getElementById()getElementsByTagName()**
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#### Last accessed pages

1. **Curs PHP MySQL, Tutoriale si Scripturi PHP (41499)**
2. **Obiectul location (284)**
3. **Blog si Cugetari Personale (28582)**
4. **Pronumele direct si indirect (1189)**
5. **window.history (352)**

#### Popular pages this month

1. **Cursuri si Tutoriale: Engleza, Spaniola, HTML, CSS, Php-Mysql, JavaScript, Ajax (4004)**
2. **Curs HTML gratuit Tutoriale HTML5 (3576)**
3. **Curs si Tutoriale JavaScript (2686)**
4. **Curs PHP MySQL, Tutoriale si Scripturi PHP (2650)**
5. **Curs si Tutoriale Ajax (2527)**

##### Site access statistics
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# Obiectul form in JavaScript

## Curs Javascript

[**Home**](https://marplo.net/)[**Engleza**](https://marplo.net/engleza)[**Spaniola**](https://marplo.net/spaniola)[**Html**](https://marplo.net/html)[**CSS**](https://marplo.net/css)[**PHP-MySQL**](https://marplo.net/php-mysql)[**Ajax**](https://marplo.net/ajax)[**Blog**](https://marplo.net/blog)[**Forum**](https://marplo.net/forum/)[**Games**](https://gamv.eu/)

Top of Form

![](data:image/x-wmf;base64,183GmgAAAAAAAGAAYABgAAAAAABxVwEACQAAAzUAAAABAAkAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAmAAYAADAAAAHgAHAAAA/AIAAPDw8AAAAAQAAAAtAQAACQAAAB0GIQDwAGAAYAAAAAAABAAAACcB//8DAAAAAAA=)

Bottom of Form

* [Proprietati obiect form](https://marplo.net/javascript/obiect-form" \l "hshpf" \o "Proprietati obiect form)
* [Metode obiect form](https://marplo.net/javascript/obiect-form" \l "hshmf" \o "Metode obiect form)
* [Evenimente obiect form](https://marplo.net/javascript/obiect-form" \l "hshef" \o "Evenimente obiect form)

Obiectul **form** reprezinta elementele HTML <form> si sunt in general utilizate pentru formulare de trimitere date de la o aplicatie la alta; date care pot fi adaugate /selectate de utilizator.

## Preluare element <form> in JavaScript

Sunt mai multe moduri prin care elementele HTML <form> pot fi preluate ca obiecte in JavaScript.  
In general se folosesc metodele: **getElementById()**, **querySelector()** sau proprietatea: **document.forms**.

* Daca elementul <form> are un ID, se poate accesa cu oricare din aceste sintaxe:

**document.getElementById('id\_form')  
document.querySelector('#id\_form')  
document.forms['id\_form']**

- Exemplu, preia un <form> dupa ID si afiseaza valoarea de la atributul 'action'.

<p>Acceseaza un &lt;form&gt; dupa ID si afiseaza valoarea de la atributul 'action'.</p>

<form id='frm1' action='some\_page.php' method='post'>

<p>Acest formular cu id '#frm1' are action: <em id='resp'>#resp</em></p>

Text: <input type='text'/>

</form>

<script>

var frm = document.getElementById('frm1');

document.getElementById('resp').innerHTML = frm.action;

</script>

Incercati codul

* Daca elementul <form> are un atribut ***name***, se poate accesa cu aceasta sintaxa:

**document.forms['name\_form']**

- Exemplu, preia un <form> dupa 'name' si afiseaza valoarea de la atributul 'action'.

<p>Acceseaza un &lt;form&gt; dupa 'name' si afiseaza valoarea de la atributul 'action'.</p>

<form name='frm2' action='some\_adr.php' method='post'>

<p>Acest formular cu name 'frm2' are action: <em id='resp'>#resp</em></p>

Text: <input type='text'/>

</form>

<script>

var frm = document.forms['frm2'];

document.getElementById('resp').innerHTML = frm.action;

</script>

Incercati codul

* Daca elementul <form> are o clasa css (atribut ***class***), se poate accesa cu aceasta sintaxa:

**document.querySelector('form.clas\_form')**

*Daca sunt mai multe form-uri cu acelasi 'class', metoda****querySelector()****va returna pe primul.*

- Exemplu, preia un <form> dupa 'class' si afiseaza valoarea de la atributul 'action'.

<p>Acceseaza un &lt;form&gt; dupa 'class' si afiseaza valoarea de la atributul 'action'.</p>

<form class='frm3' action='some\_page.php' method='post'>

<p>Acest formular cu class 'frm3' are action: <em id='resp'>#resp</em></p>

Text: <input type='text'/>

</form>

<script>

var frm = document.querySelector('form.frm3');

document.getElementById('resp').innerHTML = frm.action;

</script>

Incercati codul

In afara de proprietatile si metodele specifice elementelor html (prezentate la: [marplo.net/javascript/proprietati-metode-element-html](https://marplo.net/javascript/proprietati-metode-element-html" \o "Proprietati si Metode utile ale elementelor HTML in JavaScript) ), obiectul form contine proprietati si metode proprii.

### Proprietati obiect form

**eform.acceptCharset** - returneaza sau seteaza valoarea atributului **accept-charset**.  
- Atributul 'accept-charset' seteaza tipul de caractere (codarea) valabil pt. acel formular. Daca nu e specificat se aplica codarea documentului.

<h4>Exemplu form.acceptCharset</h4>

<form id='frm1' action='#' accept-charset='utf-8'>

Email: <input type='email' name='email'><br>

Pass: <input type='password' name='password'>

</form>

<p>Afiseaza valoarea proprietatii acceptCharset.</p>

<blockquote id='resp'>#resp</blockquote>

<script>

var frm1 = document.getElementById('frm1');

document.getElementById('resp').innerHTML ='accept-charset = '+ frm1.acceptCharset;

</script>

Incercati codul

**eform.action** - returneaza sau seteaza valoarea atributului **action**.**eform.autocomplete** - returneaza sau seteaza valoarea atributului **autocomplete** din <form>.  
- Cand valoarea e '**on**' (default), browser-ul completeaza automat valori in casete bazat pe valori adaugate anterior de utilizator.  
- Valoarea '**off**' anuleaza aceasta functionalitate.**eform.elements** - contine un obiect tip array cu elementele din formular, in ordinea in care sunt adaugate. acestea pot fi accesate dupa index-ul de ordine (incepand de la 0), sau dupa nume (care e adaugat la atributul 'name').**eform.enctype** - returneaza sau seteaza valoarea atributului 'enctype'.  
- Atributul '***enctype***' indica tipul de continut folosit pentru trimiterea formularului la server; valoarea default e '***application/x-www-form-urlencoded***'.  
- Valoarea '***multipart/form-data***' permite casetei <input type='file'> sa uploadeze fisiere.**eform.length** - contine numarul de elemente din formular.**eform.method** - returneaza sau seteaza valoarea atributului 'method' din <form>.**eform.name** - returneaza sau seteaza valoarea atributului 'name' din <form>.**eform.noValidate** - returneaza True daca atributul 'novalidate' este adaugat in <form>, in caz contrar, False. Defaul e ***true***  
- Daca atributul 'novalidate' e true, datele din formular vor fi validate inainte de a fi transmise.**eform.target** - returneaza sau seteaza valoarea atributului 'target' din <form>.  
- Atributul 'target' indica in ce fereastra sa fie afisate datele returnate din trimiterea formularului (poate fi utilizat atributul 'name' al unui <iframe>).

### Metode obiect form

**eform.reportValidity()** - returneaza True daca datele din formular sunt valide (conform setarilor definite), in caz contrar False.

<h4>Exemplu form.reportValidity()</h4>

<form id='frm1' action='#'>

Nume: <input type='text' pattern='[A-z0-9]{3,}' required placeholder='Minim 3 litere / numere'><br>

Email: <input type='email' required>

</form>

<p> Casetele din formular au atributul 'required' (trebuie completate).<br>

- La clic pe buton se verifica valoarea returnata de metoda reportValidity() si afiseaza raspuns la #resp.</p>

<button id='btn1'>Trimite</button>

<blockquote id='resp'>#resp</blockquote>

<script>

var frm1 = document.getElementById('frm1');

document.getElementById('btn1').addEventListener('click', (ev)=>{

var res = frm1.reportValidity() ?'Date completate corect' :'Completati corect toate casetele.<br>Numele cel putin 3 caractere, doar litere si numere';

document.getElementById('resp').innerHTML = res;

});

</script>

Incercati codul

**eform.reset()** - reseteaza datele din casetele din formular la valorile initiale (la fel ca butonul reset).**eform.submit()** - trimite datele din formular la adresa de la 'action' (la fel ca butonul Submit).

### Evenimente obiect form

Evenimentele se declansaza la efectuarea anumitor actiuni. Pot fi utilizate pentru executia unor functii la actiunea respectiva.

**reset** - se executa cand se reseteaza datele din formular (cu butonul 'reset', sau metoda reset() ).

<h4>Exemplu reset</h4>

<form id='frm1' action='#'>

Text: <input type='text' value='some-val'><br>

Select: <select><option value='gamv'>gamv.eu</option><option selected value='marplo'>marplo.net</option></select><br>

<input type='reset' value='Reset'>

</form>

<p> Modificati datele din formular apoi apasati butonul urmator.</p>

<blockquote id='resp'>#resp</blockquote>

<script>

var frm1 = document.getElementById('frm1');

//se executa cand se reseteaza #frm1

frm1.addEventListener('reset', (ev)=>{

document.getElementById('resp').innerHTML ='Formularul e resetat.';

});

</script>

Incercati codul

**submit** - se executa cand se trimite formular (cu butonul 'submit').  
- E utila pentru validarea datelor din formular sau efectuarea anumitor instructiuni inainte de trimiterea datelor.  
- Cu metoda **ev.preventDefault()** se blocheaza trimiterea automata a formularului ('ev' reprezinta evenimentul declansat, la care e asociata).

<h4>Exemplu submit</h4>

<form id='frm1' action='#'>

Text: <input type='text' name='txt1' placeholder='Minim 3 caractere'><br>

<input type='submit' value='Submit'>

</form>

<p> La trimiterea formularului (clic pe Submit), daca in caseta de text sunt mai putin de 3 caractere, afiseaza mesaj la #resp.<br>

Daca sunt cel putin 3, trimite datele cu metoda submit().</p>

<blockquote id='resp'>#resp</blockquote>

<script>

var frm1 = document.getElementById('frm1');

//se executa cand se trimite #frm1

frm1.addEventListener('submit', (ev)=>{

//opreste trimiterea automata a form-ului

ev.preventDefault();

var tval = frm1['txt1'].value;

if(tval.length <3) document.getElementById('resp').innerHTML ='Adaugati cel putin 3 caractere.';

else frm1.submit();

});

</script>

Incercati codul

**<<-[Obiectul anchor si Lucru ..](https://marplo.net/javascript/obiectul-anchor-adrese-link" \o "Obiectul anchor si Lucru cu adrese din link) -- [Accesare elemente din form](https://marplo.net/javascript/accesare-elemente-form" \o "Accesare elemente din form)->>**

* **[Tutoriale JavaScript](https://marplo.net/javascript/tutoriale-js" \o "Tutoriale JavaScript)**
* **[Vue.js](https://marplo.net/vuejs" \o "Vue.js)**
* **[Curs jQuery](https://marplo.net/javascript/curs-jquery-tutoriale-js" \o "Curs jQuery)**
* **[Tutoriale Node.js](https://marplo.net/javascript/tutoriale-nodejs-js" \o "Tutoriale Node.js)**
* **[Coduri si Functii JavaScript](https://marplo.net/javascript/cod-functii-javascript-js" \o "Coduri si Functii JavaScript)**
* **[Scripturi](https://marplo.net/javascript/scripts" \o "Scripturi)**
* **[JavaScript](https://marplo.net/javascript" \o "JavaScript)**

[Utilizare EventSource pentru evenimente de la server](https://marplo.net/javascript/eventsource-evenimente-server" \o "Utilizare EventSource pentru evenimente de la server)[JavaScript Worker](https://marplo.net/javascript/worker-js" \o "JavaScript Worker)[Creare clase in JavaScript cu Metode care pot fi inlantuite](https://marplo.net/javascript/creare-clase-metode-inlantuite" \o "Creare clase in JavaScript cu Metode care pot fi inlantuite)[Subclase cu extends si Mostenire](https://marplo.net/javascript/subclase-extends-mostenire" \o "Subclase cu extends si Mostenire)[Definire si Utilizare Clase in JavaScript](https://marplo.net/javascript/definire-utilizare-clase-js" \o "Definire si Utilizare Clase in JavaScript)[classList - Lucru cu clase css](https://marplo.net/javascript/classlist-lucru-clase-css" \o "classList - Lucru cu clase css)[Creare scripturi avansate Javascript - PHP](https://marplo.net/javascript/javascript_php.html" \o "Creare scripturi avansate Javascript - PHP)[createElement si insertBefore](https://marplo.net/javascript/createelement_insertbefore.html" \o "createElement si insertBefore)[querySelector si querySelectorAll](https://marplo.net/javascript/queryselector_queryselectorall.html" \o "querySelector si querySelectorAll)[Utilizare getElementsByTagName in JS](https://marplo.net/javascript/getelementsbytagname.html" \o "Utilizare getElementsByTagName in JS)[Utilizare Cookie in JS](https://marplo.net/javascript/cookie.html" \o "Utilizare Cookie in JS)[Lucru cu Imagini in JavaScript](https://marplo.net/javascript/lucru-imagini-js" \o "Lucru cu Imagini in JavaScript)[Detectare si Stergere Evenimente in JS](https://marplo.net/javascript/detectare-stergere-evenimente-js" \o "Detectare si Stergere Evenimente in JS)[Evenimente JavaScript](https://marplo.net/javascript/evenimente.html" \o "Evenimente JavaScript)[Accesare elemente din form](https://marplo.net/javascript/accesare-elemente-form" \o "Accesare elemente din form)[Obiectul anchor si Lucru cu adrese din link](https://marplo.net/javascript/obiectul-anchor-adrese-link" \o "Obiectul anchor si Lucru cu adrese din link)[Obiectul location](https://marplo.net/javascript/obiectul-location" \o "Obiectul location)[window.history](https://marplo.net/javascript/history" \o "window.history)[window.navigator](https://marplo.net/javascript/navigator" \o "window.navigator)[Utilizare getElementById](https://marplo.net/javascript/getelementbyid.html" \o "Utilizare getElementById)[JavaScript HTML DOM - Obiectul document](https://marplo.net/javascript/dom-html-obiect-document" \o "JavaScript HTML DOM - Obiectul document)[Obiectul window](https://marplo.net/javascript/windows.html" \o "Obiectul window)[Obiectul Date - Lucru cu Data si Timp](https://marplo.net/javascript/obiect-date-timp" \o "Obiectul Date - Lucru cu Data si Timp)[Obiectul Array](https://marplo.net/javascript/obiectul-array" \o "Obiectul Array)[Obiectul Math - Metode pentru operatiuni matematice](https://marplo.net/javascript/obiect-math-operatiuni-matematice" \o "Obiectul Math - Metode pentru operatiuni matematice)[Numere in JavaScript](https://marplo.net/javascript/numere-js" \o "Numere in JavaScript)[Obiectul String - Sir](https://marplo.net/javascript/obiectul-string" \o "Obiectul String - Sir)[Utilizare Functii si Parametri lor](https://marplo.net/javascript/functii2.html" \o "Utilizare Functii si Parametri lor)[Definire si Utilizare Functii in JS](https://marplo.net/javascript/definire-utilizare-functii" \o "Definire si Utilizare Functii in JS)[Ferestre Alert Prompt si Confirm](https://marplo.net/javascript/alert_prompt_confirm.html" \o "Ferestre Alert Prompt si Confirm)[break, continue, si eticheta](https://marplo.net/javascript/break-continue-eticheta" \o "break, continue, si eticheta)[Instructiuni repetitive while](https://marplo.net/javascript/instructiuni-repetitive-while" \o "Instructiuni repetitive while)[Instructiuni repetitive for()](https://marplo.net/javascript/instructiuni-repetitive-for" \o "Instructiuni repetitive for())[Instructiuni conditionale if() else, switch](https://marplo.net/javascript/instructiuni_conditionale.html" \o "Instructiuni conditionale if() else, switch)[Operatori in JavaScript](https://marplo.net/javascript/operatori.html" \o "Operatori in JavaScript)[Definire Variabile si Constante](https://marplo.net/javascript/definire-variabile-constante" \o "Definire Variabile si Constante)[Sintaxa JavaScript](https://marplo.net/javascript/sintaxajs.html" \o "Sintaxa JavaScript)[![Donation](data:image/png;base64,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)](https://www.paypal.com/cgi-bin/webscr?cmd=_s-xclick&hosted_button_id=KEHLERNATG54U&source=url)

#### Un Test simplu in fiecare zi

##### HTML

##### CSS

##### JavaScript

##### PHP-MySQL

##### Engleza

##### Spaniola

***Clic pe metoda ce creaza un array cu toate elementele din pagina cu un anumit nume de tag.***

**getElementsByName()getElementById()getElementsByTagName()**
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#### Last accessed pages

1. **Curs PHP MySQL, Tutoriale si Scripturi PHP (41500)**
2. **PHP MySQL - Introducere si Tipuri de Date (1573)**
3. **Obiectul anchor si Lucru cu adrese din link (246)**
4. **Obiectul location (284)**
5. **Blog si Cugetari Personale (28582)**

#### Popular pages this month

1. **Cursuri si Tutoriale: Engleza, Spaniola, HTML, CSS, Php-Mysql, JavaScript, Ajax (4004)**
2. **Curs HTML gratuit Tutoriale HTML5 (3576)**
3. **Curs si Tutoriale JavaScript (2686)**
4. **Curs PHP MySQL, Tutoriale si Scripturi PHP (2651)**
5. **Curs si Tutoriale Ajax (2527)**
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In **<form>** se pot adauga numeroase tipuri de elemente HTML de formular pentru diferite tipuri de date care pot fi adaugate sau selectate de utilizator.  
- Vedeti tutorialele HTML: ***[Creare formulare](https://marplo.net/html/formulare.html" \o "Creare formulare)*** si ***[HTML5 - Elemente si atribute noi in form](https://marplo.net/html/html5-formular-input-atribute.html" \o "HTML5 - Elemente si atribute noi in formular)***.

### Preluare elemente din <form> in JavaScript

Sunt mai multe moduri prin care elementele HTML dintr-un <form> pot fi preluate ca obiecte in JavaScript.  
In general se folosesc metodele: **getElementById()**, **querySelector()**, formula: **eform['elm\_name']**, sau proprietatea: **eform.elements[index]**.

* Daca elementul din <form> are un ID, se poate accesa cu oricare din aceste sintaxe:

**document.getElementById('id\_elm')  
document.querySelector('#id\_elm')**

- Exemplu, preia dupa ID caseta de text dintr-un <form> si afiseaza valoarea de la 'value'.

<h4>Accesare input dupa ID</h4>

<form action='#' method='post'>

Text: <input type='text' value='some-val' id='txt1'/>

</form>

<p>La clic pe buton, acceseaza dupa ID caseta text din Form si afiseaza la #resp valoarea de la 'value'.</p>

<button id='btn1'>Click</button>

<blockquote id='resp'>#resp</blockquote>

<script>

document.getElementById('btn1').addEventListener('click', (ev)=>{

var ftxt = document.getElementById('txt1');

document.getElementById('resp').innerHTML = ftxt.value;

});

</script>

Incercati codul

* Daca elementul din <form> are un atribut ***name***, se poate accesa cu aceasta sintaxa:

**eform['elm\_name']**

Unde ***eform*** reprezinta obiectul formularului, iar '***elm\_name***' numele elementului din acel formular.  
- Exemplu, preia dupa '***name***' caseta de text dintr-un <form> si afiseaza valoarea de la 'value'.

<h4>Accesare input dupa name</h4>

<form id='frm1' action='#' method='post'>

Text: <input type='text' value='some-val' name='txt1'/>

</form>

<p>La clic pe buton, acceseaza dupa 'name' caseta text din Form si afiseaza la #resp valoarea de la 'value'.</p>

<button id='btn1'>Click</button>

<blockquote id='resp'>#resp</blockquote>

<script>

document.getElementById('btn1').addEventListener('click', (ev)=>{

var frm1 = document.getElementById('frm1');

document.getElementById('resp').innerHTML = frm1['txt1'].value;

});

</script>

Incercati codul

* Daca elementul din <form> are o clasa css (atribut ***class***), se poate accesa cu oricare din aceste sintaxe:

**document.querySelector('#id\_form .clas\_elm')  
eform.querySelector('.clas\_elm')**

Unde '***id\_form***' este id-ul formularului in care e acel element, iar ***clas\_elm*** este clasa elementului respectiv.  
- ***eform*** reprezinta obiectul formularului.

*Daca in acel <form> sunt mai multe elemente cu acelasi 'class', metoda****querySelector()****va returna pe primul.*

- Exemplu, preia dupa '***class***' caseta de text dintr-un <form> si afiseaza valoarea de la 'value'.

<h4>Accesare input dupa class</h4>

<form id='frm1' action='#' method='post'>

Text: <input type='text' value='some-val' class='ftxt'/>

</form>

<p>La clic pe buton, acceseaza dupa 'class' caseta text din Form si afiseaza la #resp valoarea de la 'value'.</p>

<button id='btn1'>Click</button>

<blockquote id='resp'>#resp</blockquote>

<script>

document.getElementById('btn1').addEventListener('click', (ev)=>{

var ftxt = document.querySelector('#frm1 .ftxt');

document.getElementById('resp').innerHTML = ftxt.value;

});

</script>

Incercati codul

* Pentru accesarea unui element din <form> in functie de numarul de ordine (index care incepe de la 0), se pot folosi oricare din aceste sintaxe:

**eform[index]  
eform.elements[index]  
eform.item(index)**

Unde '***eform***' reprezinta formularul in care e acel element, iar ***index*** e numarul de ordine (in functie de ordinea adaugarii elementelor in <form>).  
- Exemplu, preia primul element dintr-un <form> si afiseaza tipul lui (valoarea 'type').

<h4>Preluare input dupa index de ordine</h4>

<form id='frm1' action='#' method='post'>

Check: <input type='checkbox' value='some-val'/><br>

Text: <input type='text' value='txt-val'/>

</form>

<p>La clic pe buton, acceseaza primul element din Form si afiseaza la #resp tipu lui (valoarea de la 'type').</p>

<button id='btn1'>Click</button>

<blockquote id='resp'>#resp</blockquote>

<script>

document.getElementById('btn1').addEventListener('click', (ev)=>{

var ftxt = document.getElementById('frm1');

document.getElementById('resp').innerHTML = ftxt[0].type;

});

</script>

Incercati codul

Elementele de formular au proprietati si metode specifice care pot fi utilizate in JavaScript pentru interactiunea cu utilizatorul.  
- O lista cu proprietati si metode utile ale elementelor din <form> gasiti la pagina de la adresa:  
**[marplo.net/javascript/proprietati-metode-elemente-form](https://marplo.net/javascript/proprietati-metode-elemente-form" \o "Proprietati si Metode elemente din form)**
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* [Utilizare Evenimentele in cod JavaScript](https://marplo.net/javascript/evenimente.html" \l "hshuej" \o "Utilizare Evenimentele in cod JavaScript)

Evenimentele reprezinta actiuni provocate de browser sau de vizitatorul paginii.  
De exemplu: cand pagina incepe sa se incarce in fereastra are loc evenimentul "Load", daca vizitatorul apasa un buton din pagina se provoaca evenimentul "Click". Cand mouse-ul este deasupra unui element, se declanseaza un eveniment "mouseover".

O lista cu evenimente JavaScript organizate pe categorii gasiti la pagina de la adresa:  
**[marplo.net/javascript/lista-evenimente-js](https://marplo.net/javascript/lista-evenimente-js" \o "Lista evenimente JavaScript)**

### Atribute HTML pentru evenimente

JavaScript poate reactiona la evenimente cu ajutorul "**event-handlers**" (manageri sau gestionar de evenimente).  
Handlerele de evenimente se pot adauga ca atribute in tag-urile HTML, folosind urmatoarea sintaxa.

**<tag event='cod-JS'>**

Unde '***event***' reprezinta numele evenimentului, cu 'on' la inceput (onclick, onload, ..); iar '***cod-JS***' poate fi in general o functie JavaScript care se executa la declansarea evenimentului respectiv.  
  
- Exemplu, cand mouse-ul e pozitionat deasupra unui Div se apeleaza o functie care schimba culoarea 'background', iar cand se apasa clic pe acel Div se executa alta functie care adauga alt text in el.

*Cuvantul****this****din cod reprezinta elementul pe care se actioneaza evenimentul, si e transmis ca argument la functia apelata.*

<style>

#dv1 {

background:#b0deb0;

font-size:20px;

height:50px;

padding:3% 8px 5px 8px;

text-align:center;

width:120px;

}

</style>

<h4>Exemplu onmouseover si onclick</h4>

<div id='dv1' onmouseover='changeBgr(this)' onclick='changeTxt(this)'>Click Aici.</div>

<script>

function changeBgr(elm){

elm.style.background ='#bebefe';

}

function changeTxt(elm){

elm.innerHTML ='Pacea-i Buna.';

}

</script>

Incercati codul

- Demo:

Click Aici.

Evenimentele pot fi utilizate si la elemente de formular.  
Daca dorim sa apelam o functie de fiecare data cand se adauga ceva intr-o caseta <input>, se poate folosi evenimentul '***oninput***'.  
- Exemplu, cand se adauga caractere intr-o caseta de text, se apeleaza o functie care copie acel text in alt element HTML, si afiseaza numarul de caractere adaugate.

<h4>Exemplu oninput</h4>

<p>Cand se scrie ceva in caseta de text, e apelata o functie care afiseaza numarul de caractere si adauga textul la #resp.</p>

Text: <input type='text' value='Liniste' oninput='addTxt(this)'/>

<blockquote id='resp'>#resp</blockquote>

<script>

var resp = document.getElementById('resp');

function addTxt(elm){

var txt = elm.value;

resp.innerHTML ='<p>Nr. caractere: '+ txt.length +'</p>'+ txt;

}

</script>

Incercati codul

### Utilizare Evenimentele in cod JavaScript

Pentru a nu amesteca tag-urile HTML cu coduri JS, evenimentele se pot adauga in codul JavaScript, asociate la elementul HTML preluat in JS; folosind aceasta sintaxa.

**function funcName(ev){**

**// ev reprezinta obiectul cu evenimentul declansat**

**//codul functiei**

**}**

**elm.event = funcName;**

Unde ***elm*** reprezinta elementul HTML la care se adauga evenimentul '***event***'.  
La definire, functia ***funcName*** poate avea un parametru (aici 'ev'); si reprezinta obiectul cu evenimentul care apeleaza functia. Aceasta se apeleaza doar cu numele, fara paranteze rotunde.  
  
• Sau cu functie anonima:

**elm.event = function(ev){**

**// ev reprezinta obiectul cu evenimentul declansat**

**//codul functiei**

**};**

Iata un exemplu util cu '***onkeyup***'.  
- Muta automat cursorul in urmatoarea caseta <input> atunci cand s-a completat tot campul precedent (cand se ajunge la lungimea '***maxlength***').

<style>

#frm1 input {

background:#b0dfb0;

font-size:16px;

text-align:center;

width:50px;

}

#frm1 input:focus {

background:#ededaf;

}

</style>

<h4>Exemplu onkeyup</h4>

<p>Cursorul se muta automat in urmatoarea caseta de text cand s-a completat tot campul precedent (la lungimea 'maxlength' a campului, aici 4 caractere).</p>

<form id='frm1'>

Adaugati text: <input maxlength='4' autofocus> / <input maxlength='4'> / <input maxlength='4'>

</form>

<script>

//functia apelata de onkeyup; primeste indexul de ordine al elementului in form

function nextElm(ev){

var elm = ev.target; //elementul curent, care declanseaza evenimentul

# Detectare si Stergere Evenimente in JS

## Curs Javascript
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Evenimentele sunt actiuni efectuate de utilizator in pagina web.  
De exemplu, click-ul sau pozitionarea cursorului pe un element, scrierea intr-o caseta text input, sau derularea paginii, sunt evenimente efectuate de utilizator.  
Pentru a putea executa un anumit cod JS cand un eveniment e declansat, JavaScript contine asa numitele '**event handlers**' (manipulatoare de evenimente), precum: click, mouseover, keypress, scroll, etc.

- O lista cu evenimente JavaScript grupate pe categorii gasiti la pagina de la adresa:  
**[marplo.net/javascript/lista-evenimente-js](https://marplo.net/javascript/lista-evenimente-js" \o "Lista evenimente JavaScript)**

## Inregistrare event handlers

Metoda veche de a executa anumite instructiuni, sau o functie cand un eveniment e declansat, e prin adaugarea acestuia in tag-ul HTML in care evenimentul trebuie detectat.  
De exemplu, cand un utilizator apasa click pe acest link, 'onclick' detecteaza aceasta actiune si apeleaza functia *oFunctie()*:

<a href='#' onclick='oFunctie();' title='Text'>Link</a>

• Se pot detecta evenimente fara a-le adauga in tag-ul HTML, ci direct in codul JavaScript, folosind aceasta sintaxa:

**function funcName(ev){**

**// ev reprezinta obiectul cu evenimentul declansat**

**//codul functiei**

**}**

**elm.event = funcName;**

Unde ***elm*** reprezinta elementul HTML la care se adauga evenimentul '***event***'.  
La definire, functia ***funcName*** poate avea un parametru (aici 'ev'); si reprezinta obiectul cu evenimentul care apeleaza functia. Observati ca aceasta se apeleaza doar cu numele, fara paranteze rotunde.  
  
- Exemplu, la click pe un anumit DIV, e afisata o fereastra Alert cu ID-ul acelui Div:

<h4>Exemplu onclick</h4>

<div id='dv\_1' style='background:#a8eda9; cursor:pointer; padding:8px; 12px; width:125px'>Click here</div>

<script>

var elm = document.getElementById('dv\_1'); // preia elementul

// functie executata cand se produce evenimentul

function oFunctie(ev){

// ev.target reprezinta elementul care a declansat evenimentul

let id = ev.target.id;

alert('DIV id: '+id);

}

// inregistrare event onclick

elm.onclick = oFunctie;

</script>

Incercati codul

#### Evenimente cu functie anonima

Functia apelata la declansarea evenimentului poate fi creata direct in expresia de inregistrare a eveniment.  
Sintaxa:

**elm.event =(ev)=>{**

**// ev reprezinta obiectul cu evenimentul declansat**

**//codul functiei**

**};**

- Iata exemplu anterior, aici cu functie anonima:

<h4>Exemplu onclick cu functie anonima</h4>

<div id='dv\_1' style='background:#a8eda9; cursor:pointer; padding:8px; 12px; width:125px'>Click here</div>

<script>

var elm = document.getElementById('dv\_1'); // preia elementul

// inregistrare event onclick

elm.onclick =(ev)=>{

// ev.target reprezinta elementul care a declansat evenimentul

let id = ev.target.id;

alert('DIV id: '+id);

};

</script>

Incercati codul

#### Stergere detectare eveniment cu 'on'

• Pentru a anula detectarea unui eveniment care e atasat la elementul HTML (cele adaugate cu prefixul 'on'), i-se atribuie valoarea **null**.

**element.event\_handler = null;**

- Exemplu. Cand utilizatorul plaseaza cursorul peste DIV-ul cu id='dvid', se afiseaza o fereastra Alert, apoi se sterge detectarea 'onmouseover' la acel element, astfel, cand utilizatorul muta a doua oara cursorul peste acel DIV nu se intampla nimic.

<h4>Exemplu anulare eveniment</h4>

<p>Dupa prima emitere a evenimentului 'onmouseover', acesta e anulat.</p>

<div id='dvid' style='background:#a8eda9; cursor:pointer; padding:8px; 12px; width:125px'>Mutati cursorul aici.</div>

<script>

var elm = document.getElementById('dvid'); // preia elementul

// inregistrare onmouseover

elm.onmouseover =(ev)=>{

alert('Plasati inca o data cursorul pe acel text');

elm.onmouseover = null; // sterge inregistrarea evenimentului

};

</script>

Incercati codul

### Cuvantul this

In JavaScript, cuvantul **this** (acesta) reprezinta mereu 'proprietarul' functiei. In cazul evenimentelor, **this** reprezinta elementul HTML care declanseaza evenimentul.  
  
- Exemplu. La click pe tag-ul cu id='dvid', JavaScript preia continutul din el, il copie intr-un <textarea>, apoi ii modifica culoarea background.

<h4>Exemplu cu this</h4>

<p>La clic pe Div, copie continutul in textarea apoi schimba culoarea background.</p>

<div id='dvid' style='background:#a8eda9; cursor:pointer; width:125px; padding:8px 12px;'>Div, Exemplu cu this</div>

<textarea id='txta'></textarea>

<script>

var elm = document.getElementById('dvid');

// inregistrare onclick

elm.onclick = function(){

// preia continutul HTML din elementul curent (cel ce declanseaza evenimentul)

let cnt = this.innerHTML;

document.getElementById('txta').value = cnt;

// setare culoare background la elementul curent

this.style.background ='#bebefe';

};

</script>

Incercati codul

#### this si parametru event in functii arrow

Cuvantul **this** nu e recunoscut in ***functii arrow*** (definite cu: **()=>{}** ) cu aceeasi valoare.  
In functia arrow, ***this*** reprezinta obiectul parinte al functiei (in care e definita).  
In functiile arrow (ca in toate celelalte functii) se poate folosi parametru **event** (aici definit cu 'ev'). Acesta contine un obiect cu evenimentul respectiv; si are o proprietate: **target** ce contine obiectul care a declansat acel eveniment.  
- In functiile arrow se poate folosi urmatoarea sintaxa.

**var elm = event.target;**

- Iata exemplu precedent, aici cu functie arrow si parametru event (ev):

<h4>Exemplu cu functie arrow si parametru event</h4>

<p>La clic pe Div, copie continutul in textarea apoi schimba culoarea background.</p>

<div id='dvid' style='background:#a8eda9; cursor:pointer; width:125px; padding:8px 12px;'>Div, Exemplu cu event.target</div>

<textarea id='txta'></textarea>

<script>

var elm = document.getElementById('dvid');

// inregistrare onclick cu functie arrow

elm.onclick =(ev)=>{

// preia continutul HTML din elementul care declanseaza evenimentul

let cnt = ev.target.innerHTML;

document.getElementById('txta').value = cnt;

// setare culoare background la elementul declansator

ev.target.style.background ='#bebefe';

};

</script>

Incercati codul

### Detectare eveniment cu addEventListener()

Exista inca un mod de a inregistra detectare de evenimente in JS, si anume cu metoda **addEventListener()**.  
La aceasta metoda evenimentul se adauga fara prefixul'on' (*'click', 'mouseenter', 'mouseleave', ...*), folosind urmatoarea sintaxa:

**element.addEventListener('event', oFunctie, use\_capture);**

- *event* - e un sir cu tipul de eveniment ce trebuie detectat, fara prefixul '*on*'.  
- *oFunctie* - o functie accesata cand 'event' e declansat.  
- *use\_capture* - (optional) o valoare booleana (true sau false). Determina daca evenimentul trebuie executat in faza de capturare (true) sau in faza de 'bubbling' (false). Default e: false.  
  
- Exemplu. Cand mouse-ul e deasupra unui element LI, capata o culoare de fundal verde, cand cursorul iese din zona acelui <li> se elimina culoarea de fundal.

<h4>Exemplu cu addEventListener()</h4>

<p>Miscati mouse-ul pe listele urmatoare.</p>

<ul>

<li>WebDevelopment - //coursesweb.net </li>

<li>Cursuri gratuite - //marplo.net </li>

<li>Games - //gamv.eu </li>

</ul>

<script>

var elm\_li = document.getElementsByTagName('li'); // preia toate tag-urile LI

// functie executata la mouseenter

function mEnter(ev){

// seteaza o culoare de fundal

ev.target.style.background ='#07da08';

}

// functie executata la mouseleave

function mLeave(ev){

// sterge culoarea de fundal

this.style.background ='none';

}

// parcurge obiectul cu elementele LI

for(var i=0; i<elm\_li.length; i++){

// inregistrare mouseenter si mouseleave la fiecare LI

elm\_li[i].addEventListener('mouseenter', mEnter);

elm\_li[i].addEventListener('mouseleave', mLeave);

}

</script>

Incercati codul

### Stergere evenimente inregistrate cu addEventListener()

• Pentru a anula detectare unui eveniment inregistrat cu **addEventListener()**, se foloseste metoda **removeEventListener()**.  
Sintaxa:

**element.removeEventListener('event', oFunctie);**

- **oFunctie** trebuie sa fie aceeai care e adaugata la addEventListener().  
  
Iata un exemplu, dupa un anumit numar de declansari se anuleaza detectarea evenimentului 'mousemove' inregistrat la un Div.

<h4>Exemplu sterge detectare eveniment cu addEventListener()</h4>

<p>Cand mouse-ul e miscat pe urmatorul Div, se afiseaza numarul de emiteri a evenimentului 'mousemove'<br>

Cand contoarul ajnge la 12 se anuleaza detectarea acestui eveniment.</p>

<div id='dvid' style='background:#a8eda9; padding:8px; 12px; text-align:center; width:130px'>

Div - Miscati cursorul aici.<br>

<strong id='resp'>0</strong>

</div>

<script>

var elm = document.getElementById('dvid');

var resp = document.getElementById('resp');

var nre =0;

//apelata la mousemove

function mOver(ev){

nre++;

resp.innerHTML = nre;

if(nre ==12) elm.removeEventListener('mousemove', mOver); // sterge inregistrarea evenimentului

}

// inregistrare mousemove

elm.addEventListener('mousemove', mOver);

</script>

# Lucru cu Imagini in JavaScript

## Curs Javascript
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#### Array-ul images

In JavaScript toate imaginile dintr-o pagina web se gasesc intr-un array denumit **images**, care apartine obiectului **document**.  
Imaginile sunt adaugate in array-ul **images** in ordinea in care sunt adaugate in pagina, cu un index de ordine incepand de la 0.  
Prima imagine din pagina se afla in array-ul **images** cu index 0, a doua imagine are index 1, si tot asa.  
Astel, se poate face referire la prima imagine folosind urmatoarea expresie.

var img1 = document.images[0];

Numarul de imagini se poate afla cu proprietatea **length**.  
Astel, se poate face referire la ultima imagine folosind urmatorul cod.

var nr\_imgs = document.images.length;  
var last\_img = document.images[nr\_imgs -1];

### Preluare imagini cu metode JavaScript

O anumita imagine din pagina poate fi preluata mai clar in codul JavaScript folosind metoda **getElementById()** sau **querySelector()**.

• Daca tag-ul <img> are un ID, se poate folosi **getElementById()**:

**var img = document.getElementById('id\_img');**

Unde '***id\_img***' este id-ul imaginii (adaugat la atributul **id**).  
  
• Daca tag-ul <img> are o clasa (adaugata la atributul **class**), se poate folosi **querySelector()**:

**var img = document.querySelector('css\_sel');**

Unde '***css\_sel***' reprezinta un selector CSS care face referire la imagine.  
  
- Exemplu, preia imaginea cu class 'cls\_im' care se afla intr-un Div cu id 'dv1', iar la clic pe ea afiseaza adresa de la 'src' intr-un element HTML.

<h4>Exemplu preluare imagine cu querySelector</h4>

<p>La click pe imagine adauga la #resp adresa ei de la 'src'.</p>

<div id='dv1'> Div<br>

<img src='javascript/imgs/smile\_gift.png' height='115' width='130' alt='Smile' class='cls\_im'/>

</div>

<blockquote id='resp'>#resp</blockquote>

<script>

//preia prima imagine cu class .cls\_im din #dv1

var img = document.querySelector('#dv1 img.cls\_im');

//detecteaza click pe imaginea preluata

img.addEventListener('click', (ev)=>{

document.getElementById('resp').innerHTML = img.src;

});

</script>

Incercati codul

*Daca sunt mai multe imagini cu acelasi 'class' in elementul specificat, querySelector() va prelua pe prima.*

### Obiectul Image

Fiecare imagine dintr-un document HTML reprezinta in JavaScript un obiect **Image**.  
Obiectul **Image** are proprietati specifice pentru lucru cu imagini.  
- De exemplu, cu proprietatea **height** se poate prelua sau modifica inaltimea imaginii afisata in pagina, iar cu proprietatea **width** se preia sau se modifica din JS lungimea imaginii.

<h4>Exemplu dimensiuni imagine</h4>

<p>La clic pe butonul 'Set size' mareste dimensiunile imaginii (height si width) cu 50%.</p>

<img src='javascript/imgs/smile\_gift.png' alt='Smile' height='115' width='130' id='img1'/><br>

<button id='btn1'>Set size</button>

<script>

var img = document.getElementById('img1');

document.getElementById('btn1').addEventListener('click', (ev)=>{

//preia inaltimea si lungimea imaginii

let h = img.height;

let w = img.width;

//seteaza inaltimea si lungimea cu 50% mai mari

img.height = h \*1.5;

img.width = w \*1.5;

});

</script>

Incercati codul

#### Proprietati obiect Image

**alt** - returneaza sau seteaza valoarea atributului 'alt'.

<h4>Exemplu alt</h4>

<p>La clic pe imagine, afiseaza la #resp valoarea atributului 'alt'.</p>

<img src='javascript/imgs/smile\_gift.png' height='115' width='130' alt='Zambeste' id='im1'/>

<blockquote id='resp'>#resp</blockquote>

<script>

var img = document.getElementById('im1');

img.addEventListener('click', (ev)=>{

document.getElementById('resp').innerHTML = ev.target.alt;

});

</script>

Incercati codul

**complete** - returneaza True daca imaginea s-a incarcat complet, in caz contrar, False.**height** - returneaza sau seteaza valoarea atributului 'height'.**isMap** - returneaza True daca imaginea are setat atributul 'ismap', in caz contrar, False.**naturalHeight** - returneaza inaltimea originala a imaginii.**naturalWidth** - returneaza lungimea originala a imaginii.**src** - returneaza sau seteaza valoarea atributului 'src'.**useMap** - returneaza sau seteaza valoarea atributului 'usemap' dintr-o imagine.**width** - returneaza sau seteaza valoarea atributului 'width'.

### Preluare mai multe imagini dintr-un element HTML

Daca intr-un element HTML aveti mai multe imagini si vreti sa le preluati in JavaScript, se poate folosi una din aceste metode: **getElementsByTagName('img')** sau **querySelectorAll('css\_sel')** ('*css\_sel*' e selectorul CSS ce reprezinta imaginile).  
Ambele metode returneaza un array cu elementele preluate, si pot fi parcurse cu instructiunea **for()**.

- Exemplu cu **getElementsByTagName('img')**:

//preia toate imaginile dintr-un element cu id 'dv1'

var imgs = document.getElementById('dv1').getElementsByTagName('img');

//parcurge imaginile

for(var i=0; i<imgs.length; i++){

//cod executat la fiecare imagine parcursa

}

- Exemplu cu **querySelectorAll()**:

//preia toate imaginile cu class 'cls\_im' dintr-un element cu id 'dv1'

var imgs = document.querySelectorAll('#dv1 img.cls\_im');

//parcurge imaginile

for(var i=0; i<imgs.length; i++){

//cod executat la fiecare imagine parcursa

}

### Schimbare Imagine cu alta

Daca doriti sa schimbati o imagine din pagina cu una de la o alta adresa, se poate simplu, modificand adresa de la '**src**' cu cea noua.

**var img = document.getElementById('id\_img');  
img.src ='adresa/alta\_imagine.jpg';**

- Iata un exemplu practic. La clic pe un buton se schimba in acelasi loc imagini cu adrese dintr-un array.

<h4>Exemplu schimbare imagini</h4>

<p>La click pe butonul 'Schimba imaginea' se afiseaza o noua imagine cu adresa preluata dintr-un array cu 4 adrese.</p>

<img src='javascript/imgs/sunshine.jpg' id='im1' height='235' width='340' alt='Image'/><br>

<button id='btn1'>Schimba imaginea</button>

<script>

//array cu imagini

var imgs =['sunshine.jpg', 'spring\_dream.jpg', 'spring\_dream1.jpg', 'waterfall.jpg'];

var icm =0; //idexul imaginii curente

var img = document.getElementById('im1');

document.getElementById('btn1').addEventListener('click', (ev)=>{

icm++;

if(icm >= imgs.length) icm =0; //trece la 0 dupa ce ajunge la ultima

img.src ='javascript/imgs/'+ imgs[icm];

});

</script>

Incercati codul

### Preincarcare imagini

In exemplul precedent, la clic pentru schimbare imagine browserul trebuie sa astepte afisare noi imagini pana cand aceasta este incarcata; iar in cazul unor imagini mari asteptarea poate dura prea mult. Acest lucru poate fi evitat prin "preincarcarea imaginilor", folosind o instanta de obiect **Image**.  
Sintaxa:

**var obimg = new Image();  
obimg.src ='adresa\_img.jpg'; //preincarca imaginea**

- Acest cod incarca imaginea in JavaScript, fiind valabila spre afisare rapida din obiectul 'obimg'.  
  
- Iata un exemplu practic. Cand mouse-ul intra pe suprafata unei imagini se schimba imaginea, cand mouse-ul iese din suprafata ei se adauga o alta imagine.  
Pentru o afisare imediata, imaginile sunt preincarcate cu obiectul ***Image***.

<h4>Exemplu schimbare imagini la trecere cu mouse-ul</h4>

<p>Treceti cu mouse-ul pe urmatoarea imagine, apoi mutati-l in afara ei.</p>

<img src='javascript/imgs/spring\_dream.jpg' id='im1' height='235' width='340' alt='Image'/>

<script>

//obiect cu imagini pt. enter si leave

var imgs ={enter:'spring\_dream1.jpg', leave:'waterfall.jpg'};

var obimg ={}; //va contine imaginile preincarcate

//pt. preincarcare imaginilor din imgs

function preloadImgs(imgs){

//parcurge imgs si seteaza in obimg obiecte Image cu fiecare (cu adresa preincarcata)

for(var k in imgs){

obimg[k] = new Image();

obimg[k].src ='javascript/imgs/'+ imgs[k];

}

}

//apeleaza functia cu imaginile ce trebuie preincarcate

preloadImgs(imgs);

//inregistreaza eveniente 'mouseenter' si 'mouseleave' la img

var img = document.getElementById('im1');

# Utilizare Cookie in JS
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Valorile majoritatii variabilelor dintr-un script dispar atunci cand fereastra navigatorului este inchisa. Spre deosebire de acestea, valorile variabilelor cookie se pot pastra un timp indefinit. Pentru ca valorile lor sa se poata pastra, browserul utilizatorului stocheaza variabilele cookie in calculatorul utilizatorului.  
Astfel, cookie-urile sunt fisiere care contin date din site salvate pe calculatorul vizitatorului.

### Despre cookie

Un cookie consta in principal dintr-o pereche **nume=valoare**, iar caracteristici mai avansate permit stabilirea unei date de expirare si pot preciza ce pagini web vad informatia cookie.  
Un fisier cookie poate persista luni de zile, sau ani (daca nu e sters), simplificand vizitele ulterioare ale utilizatorului pe site, daca informatii referitoare la vizite si preferintele utilizatorului sunt salvate si preluate din cookie de fiecare data cand va reveni la site.  
JavaScript are functii pentru citirea, adaugarea si editarea fisierelor cookie.

#### Dezavantaje cookie

Fisierele cookie au si unele dezavantaje:  
1. Fiind stocate pe calculatorul utilizatorului, acestea poat fi sterse din gresela (sau intentionat).  
2. Browserul impune restrictii privind dimensiunea si numarul de fisiere cookie care pot fi stocate, iar fisierele cookie mai noi le pot suprascrie pe cele vechi.  
Daca aceste limite sunt depasite, browserul va sterge cele mai vechi cookie-uri si nefolosite.

- Numarul total de cookie-uri pentru un server sau domeniu este de 200.  
- Marimea maxima a unui fisier cookie este 4 kb.

3. Cand un utilizator trece de la un browser la altul, fisierele cookie salvate de un browser nu sunt recunoscute de celalalt.  
4. Daca mai multi utilizatori folosesc acelasi calculator si acelasi browser ei pot folosi fisiere cookie care apartin altcuiva.  
5. Informatiile private precum parole, numere personale nu trebuie stocate direct intr-un cookie deoarece fisierele cookie pot fi citite si de alte programe.  
6. Utilizatorul poate configura browserul sa interzica anexarea de cookie, in acest caz aplicatia care foloseste cookie ar putea sa nu functioneze.

### Preluare valoare din cookie

Numele si valorile dintr-un cookie sunt stocate si stabilite utilizand proprietatea **cookie** a obiectului **document**.  
Pentru a prelua sirul cookie intr-o variabila se foloseste o instructiune ca aceasta:

**var myCookie = document.cookie;**

**document.cookie** returneaza un sir cu toate cookie-urile valabile in acea pagina. Un sir ca acesta:

nume1=valoare1; nume2=valoare2; nume3=valoare3

Unde *'nume1', 'nume2', 'nume3'* reprezinta numele fiecarui cookie, iar *'valoare1', 'valoare2', 'valoare3'* reprezinta valorile stocate in fiecare cookie.  
  
- Exemplu:

<h4>Exemplu document.cookie</h4>

<p>La click pe buton se afiseaza la #resp sirul returnat de <em>document.cookie</em>.</p>

<button id='btn1'>Cookie</button>

<blockquote id='resp'>#resp</blockquote>

<script>

document.getElementById('btn1').addEventListener('click', (ev)=>{

document.getElementById('resp').innerHTML = document.cookie;

});

</script>

Incercati codul

*Perechile****nume=valoare****sunt separate prin caracterul punct si virgula ";" si un spatiu, iar ultima pereche nu are caracterul punct si virgula.*

Pentru extragerea si utilizarea valorilor din fisierele cookie, trebuie sa prelucrati in JavaScript sirul obtinut cu: **document.cookie**.  
Pentru a simplifica preluarea valorii unui cookie, puteti folosi functia **getCookie()** din urmatorul cod JS:

function getCookie(name){

var re ='';

var str\_c =' '+ document.cookie +';'; //pune sirul de cookie intre un spatiu si ;

var name =' '+ name +'='; //sa caute ce e intre name si =

var start\_c = str\_c.indexOf(name); //unde incepe name

var end\_c;

if(start\_c != -1) { // daca exista numele transmis

start\_c += name.length; // unde incepe valoarea

end\_c = str\_c.indexOf(';', start\_c); //unde se termina valoarea

re = decodeURIComponent(str\_c.substring(start\_c, end\_c)); //valoarea

}

return re;

}

var val\_c = GetCookie('nume\_cookie');

document.write(val\_c); // Afiseaza valoarea cookie-ului cautat, sau sir gol ''

### Creare cookie

Perechea **nume=valoare** este informatia minima de care aveti nevoie pentru a defini un cookie, dar se pot adauga si alti parametri.  
Iata o lista de parametrii ce pot fi utilizati pentru a seta un cookie:

**nume=valoare** - numele si valoarea salvata in cookie (numele sa contina doar litere, numere, \_ ).- Exemplu:

var val\_c ='value';

document.cookie ='some\_name='+ encodeURIComponent(val\_c);

- Se aplica functia **encodeURIComponent()** la valorea adaugata in cookie ca sa codeze caractere care fac parte din sintaxa ( =;.).**expires=date** - '**date**' e un sir cu data si timpul cand cookie-ul va expira si va fi automat sters.  
Perioada de expirare trebuie transformata din milisecunde in format: *Wdy, DD-Mon-YYYY HH:MM:SS GMT*.  
Daca nu este specificat nici un timp (expires sau max-age), cookie-ul va dispare la inchiderea browser-ului.**max-age=seconds** - se poate folosi in loc de ***expires***, si e mai simplu.  
**seconds** reprezinta durata de existenta a cookie-ului, in secunde.  
Daca nu este specificat nici un timp (expires sau max-age), cookie-ul va dispare la inchiderea browser-ului.- Exemplu:

var one\_week = 7\*24\*60\*60; //Valabil o saptamana in secunde

document.cookie ='food=fruits; max-age='+ one\_week;

**path=path** - stabileste paginile din site in care se poate folosi acel cookie.  
Daca nu e specificat, cookie-ul poate fi accesat in directorul si subdirectoarele paginii in care e setat.- Exemplu:

//cookie-ul 'food' e disponibil in toate paginile din directorul '/blog' (inclusiv subdirectoare)

document.cookie ='food=fruits; path=/blog';

//cookie-ul 'color' e disponibil in toate paginile din directorul 'javascript/test' (inclusiv subdirectoare)

document.cookie ='color=blue; path=/javascript/test';

- Valoarea pentru ca fisierul cookie sa poata fi folosit in toate paginile unui domeniu, din toate directoarele, este calea radacina '/' ( **path=/** ).**domain=nume\_domeniu** - domeniul si subdomeniu in care cookie-ul e accesibil.  
Daca nu e specificat, cookie-ul e valabil in domeniul unde e creat.- Exemplu:

//cookie-ul 'food' e disponibil in toate paginile din site-ul marplo.net (inclusiv in subdomenii)

document.cookie ='food=fruits; path=/; domain=marplo.net';

//cookie-ul 'color' e disponibil numai in paginile din subdomeniu 'bfie.marplo.net/'

document.cookie ='color=blue; path=/; domain=bfie.marplo.net';

**secure** - daca e adaugat, cookie-ul va fi transmis doar la paginile cu adresa cu HTTPS.- Exemplu:

var one\_week = 7\*24\*60\*60; //Valabil o saptamana in secunde

document.cookie ='food=fruits; path=/; secure; max-age='+ one\_week;

#### Functie pentru creare cookie

In urmatorul exemplu este prezentata o functie utila pentru creare cookie in JavaScript cu parametri necessari.

function setCookie(name, value, maxage, path){

var maxage =(!maxage) ? '' :'; max-age='+ maxage;

var path =(!path) ? '' :'; path=' + path;

document.cookie = name + '='+ encodeURIComponent(value) + maxage + path;

}

- Aceasta functie se poate folosi ca in acest cod:

//creaza un cookie valabil o saptamana in tot site-ul

var m\_age = 7\*24\*60\*60;

setCookie('un\_nume', 'o-valoare', m\_age, '/');

*Un alt mod de a salva date in browser-ul utilizatorului pe timp nelimitat e cu metoda****localStorage****.  
- Vedeti:****[marplo.net/javascript/windows.html#hshsb](https://marplo.net/javascript/windows.html" \l "hshsb" \o "Salvare date in browser)***

### Stergere cookie

Pentru a sterge un cookie, numele si calea (daca a fost specificat parametrul "path") trebuie sa fie aceleasi cu numele si calea folosite la crearea lui.  
Stergerea unui cookie se face prin stabilirea datei de expirare ('expires') la un moment in trecut, sau definirea unei valori negetive (cu minus) la 'max-age'.  
- Pentru stergere cookie puteti folosi functia **delCookie()** din acest cod.

//sterge cookie-ul name adaugand valoare negativa la 'max-age'

//path e necesar doar daca a fost folosit la crearea cookie-ului

function delCookie(name, path){

var path =(!path) ? '' :'; path=' + path;

var two\_d = 2\*24\*60\*60; //doua zile in secunde

document.cookie = name + "=bye; max-age=-" + two\_d + path;

}

### Exemplu complet utilizare cookie

Pentru a intelege mai bine cum puteti crea si folosi fisierele cookie, studiati exemplul urmator.  
Exemplu foloseste functii de creare, citire si stergere cookie prezentate in acest tutorial.  
Scopul acestui exemplu este de a intelege cum functioneaza fisierele cookie. Intr-o parte sunt casete input pentru scrierea unor preferinte care vor fi trimise la scriptul JS pentru inregistrarea lor in cookie. In alta coloana sunt doua butoane, unul pentru afisarea preferintelor inregistrate in cookie; al doilea buton pentru a sterge acele date din cookie.  
- Codul complet este urmatorul, dati clic pe butonul de jos ca sa-l testati:

<style>

#add\_fav, #show\_fav {

display:inline-block;

font-size:18px;

margin:5px 8px;

padding:4px 5px;

}

#add\_fav {

background:#dee0fe;

width:350px;

}

#show\_fav {

border:1px solid #000;

background:#b0eeb0;

vertical-align:top;

width:250px;

}

#show\_fav em {

font-weight:700;

}

#set\_c {

display:block;

margin:8px auto;

}

# Utilizare getElementsByTagName in JS
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* [getAttribute() si getElementsByTagName()](https://marplo.net/javascript/getelementsbytagname.html" \l "hshgat" \o "getAttribute si getElementsByTagName)
* [Inregistrare evenimente la taguri HTML cand documentul este incarcat](https://marplo.net/javascript/getelementsbytagname.html" \l "hshpti" \o "Inregistrare evenimente la taguri HTML cand documentul este incarcat)

**getElementsByTagName('tag')** este o functie, sau metoda JavaScript care obtine si face referire la toate elementele HTML cu 'tag' specificat ca argument intre paranteze.  
De exemplu, urmatoarea instructiune face referire la toate tag-urile DIV din documentul HTML.

**document.getElementsByTagName('div')**

Aceasta functie returneaza un array (cu index de la 0) cu elementele pe care le-a obtinut.  
Array-ul returnat poate fi parcus cu instructiunea **for()**, iar la elementele din el se pot aplica proprietatile si metodele specifice obiectelor HTML in JavaScript. O lista cu acestea gasiti la pagina:  
**[marplo.net/javascript/proprietati-metode-element-html](https://marplo.net/javascript/proprietati-metode-element-html" \o "Proprietati si Metode utile ale elementelor HTML in JavaScript)**

### Aplicarea unei proprietati elementelor cu acelasi tag

Pentru aplicarea unei proprietati la elementele HTML care au acelasi tag, trebuie parcurs array-ul returnat de metoda **getElementsByTagName()**. Ca formula generala poate fi folosit urmatorul cod:

**var elms = document.getElementsByTagName('numeTag');**

**for(var i=0; i<elms.length; i++) {**

**elms[i].proprietate;**

**}**

- Unde "elms" este o variabila in care e stocat array-ul cu tag-urile obtinute.  
- Functia for() parcurge fiecare element din array-ul 'elms'.  
  
Iata un exemplu in care atunci cand se da click pe un buton, continutul din fiecare tag SPAN va fi subliniat si albastru.

<h4>Exemplu getElementsByTagName</h4>

<p>Continut cu text incadrat in etichete SPAN:<br>

marplo.net : <span>Cursuri</span> si <span>tutoriale</span> web <span>gratuite</span>.

</p>

<p>- La clic pe urmatorul buton se vor aplica stilurile CSS: 'color' si 'text-decoration' la toate tag-urile SPAN din pagina.</p>

<button id='btn1'>Style Span</button>

<script>

function adStyle(tag){

//array cu toate tag-urile precizate

var elms = document.getElementsByTagName(tag);

// Parcurge array-ul cu tag-urile

for(var i=0; i<elms.length; i++){

//aplica proprietati de stil

elms[i].style.color ='blue';

elms[i].style.textDecoration ='underline';

}

}

//la click pe #btn1 se apeleaza functia adStyle() cu argument 'span'

document.getElementById('btn1').addEventListener('click', (ev)=>{

adStyle('span');

});

</script>

Incercati codul

### getElementsByTagName() la getElementById()

Cand aplicati **getElementsByTagName(numeTag)** direct la obiectul **document**, se preia tag-urile 'numeTag' din tot documentul HTML, dar sunt situatii cand doriti sa preluati doar tag-uri dintr-o anumita portiune a paginii, cum ar fi de exemplu dintr-un DIV. In acest caz, adaugati acelui element HTML un ID (in care se afla tag-urile respective) si in codul JS il preluati cu metoda **getElementById(ID)**, iar la acest obiect aplicati **getElementsByTagName()**.  
Sintaxa generala e urmatoarea:

**var elms = document.getElementById('id').getElementsByTagName('numeTag')**

- se va obtine un array cu elementele 'numeTag' care sunt in obiectul cu id-ul de la 'id'.  
  
Iata si un exemplu in care sunt doua liste <ul> diferite, iar cand este apasat un buton, va fi aplicat un stil CSS doar la tag-urile <li> de la al doilea <ul>.

<h4>Exemplu getElementsByTagName() la getElementBiId()</h4>

<ul id='ul1'>

<li>ul1 - Vine urmatorul.</li>

<li>ul1 - Am venit degeaba.</li>

</ul>

<ul id='ul2'>

<li>ul2 - Eu sunt cel ce vine,</li>

<li>ul2 - La mine.</li>

</ul>

<p>- La clic pe butonul de mai jos se vor aplica stilurile CSS: 'color' si 'text-decoration' la tag-urile LI din elementul cu id 'ul2'.</p>

<button id='btn1'>Style Li</button>

<script>

function adStyle(id, tag){

//array cu tag-urile 'tag' din elementul cu id-ul 'id'

var elms = document.getElementById(id).getElementsByTagName(tag);

// Parcurge array-ul cu tag-urile

for(var i=0; i<elms.length; i++){

//aplica proprietati de stil

elms[i].style.color ='blue';

elms[i].style.textDecoration ='underline';

}

}

//la click pe #btn1 se apeleaza functia adStyle() cu argumentele pt id si tag

document.getElementById('btn1').addEventListener('click', (ev)=>{

adStyle('ul2', 'li');

});

</script>

Incercati codul

### getAttribute() si getElementsByTagName()

Sunt situatii in care trebuie aplicate efecte sau proprietati JavaScript doar la unele elemente (care au acelasi atribut) dintr-o grupa cu aceleasi tag-uri.  
Daca doriti sa adaugati un efect sau proprietate doar elementelor HTML care au acelasi atribut (si acelasi tag), folositi metoda **getAttribute('attr\_name')** in cadrul parcurgerii array-ului returnat de **getElementsByTagName()**.  
- Ca formula generala ar fi urmatoarea:

**var elms = document.getElementsByTagName('numeTag');**

**for(var i=0; i<elms.length; i++) {**

**if(elms[i].getAttribute('attr\_name')=='val') {**

**// Executati functia sau codul dorit**

**}**

**}**

- Unde "val" e valoarea atributului 'attr\_name' din tag-urile "numeTag" la care doriti sa aplicati un anume cod sau functie.  
  
Ca sa intelegeti mai bine, studiati exemplul urmator in care sunt trei etichete <span> intr-un paragraf, iar la apasarea pe un buton, va fi adaugata o culoare de fundal doar la continutul din etichete SPAN care au atributul 'data-bgr' cu aceeasi valoare.

<h4>Exemplu getElementsByTagName() si getAttribute()</h4>

<p>Continut cu text incadrat in etichete SPAN:<br>

<span data-bgr='yellow'>Cursuri</span>, si <span data-bgr='yellow'>tutoriale</span> web <span data-bgr='green'>gratuite</span>.</p>

<p>- La clic pe butonul de mai jos se va aplica o culoare background la tag-urile SPAN care au atributul 'data-bgr' cu valoarea 'yellow'.</p>

<button id='btn1'>Add Bgr</button>

<script>

function adBgr(tag){

//array cu tag-urile de la 'tag'

var elms = document.getElementsByTagName(tag);

// Parcurge array-ul cu tag-urile

for(var i=0; i<elms.length; i++){

//verifica atributul data-bgr

if(elms[i].getAttribute('data-bgr') =='yellow'){

elms[i].style.background ='yellow';

}

}

}

//la click pe #btn1 se apeleaza functia adBgr() cu argumentele pt. tag

document.getElementById('btn1').addEventListener('click', (ev)=>{

adBgr('span');

});

</script>

Incercati codul

### Inregistrare evenimente la taguri HTML cand documentul este incarcat

Instructiunile JavaScript care lucreaza cu obiecte HTML din pagina e bine sa fie executate dupa incarcarea documentului HTML in DOM, deoarece JavaScript poate lucra cu elementele care sunt deja incarcate.  
Puteti sa adaugati script-ul respectiv la sfarsitul documentului HTML (inainte de tag-ul de inchidere </body>), sau puteti sa folositi evenimentul **DOMContentLoaded**.  
**DOMContentLoaded** se ataseaza la obiectul **document**, si se executa cand toate elementele din pagina (documentul HTML) s-au incarcat in DOM, fara sa mai astepte incarcarea continutului extern (fisiere css, imagini, iframe).  
- Nu functioneaza in <iframe>.

• De exemplu, daca doriti sa preluati anumite tag-uri din pagina intr-un script JS, ori adaugati acel script dupa tag-urile respective, ori folositi ***DOMContentLoaded*** ca in urmatorul exemplu.  
  
- In acest exemplu, dupa incarcarea documentului HTML se preiau in JS un element <input> si tag-urile LI din pagina si inregistreaza click la fiecare. Apoi, cand se da clic pe un LI, se adauga in caseta de text continutul din el.

<h4>Exemplu DOMContentLoaded</h4>

<p>- Dupa incarcarea documentului HTML se preia un element Input si tag-urile LI din pagina si inregistreaza click la fiecare.<br>

La clic pe oricare din listele de mai jos, se va adauga in caseta input textul din el.</p>

Input Text: <input type='text' id='inp1' readonly/>

<ul>

<li>Pacea-i Buna.</li>

<li>Iertarea Fericeste.</li>

<li>Iubirea-i Sfanta</li>

</ul>

<script>

var inp1; //va contine elementul #inp1

//functie apelata la DOMContentLoaded

function liClick(){

inp1 = document.getElementById('inp1'); //caseta de text #inp1

//array cu tag-urile LI

var elms = document.getElementsByTagName('li');

// Parcurge array-ul cu tag-urile si inregistreaza click la fiecare

for(var i=0; i<elms.length; i++){

# querySelector si querySelectorAll
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* [querySelectorAll()](https://marplo.net/javascript/queryselector_queryselectorall.html" \l "hshqsa" \o "querySelectorAll)

**querySelector()** si **querySelectorAll()** sunt doua functii JavaScript foarte utile cand se lucreaza cu elemente HTML in JavaScript.  
Cu aceste functii se pot prelua in JavaScript elemente HTML selectate cu selectori CSS ("id", "class").

### querySelector()

**querySelector()** returneaza primul element din documentul HTML care se potriveste cu grupul de selectori specificati, sau ***null*** daca nu e gasit.  
Sintaxa:

**var elm = document.querySelector('selectori');**

- ***"selectori"*** e un sir cu unul sau mai multi selectori CSS, separati prin virgula.  
- ***elm*** e variabila ce va contine obiectul cu elementul HTML returnat.  
  
Exemplu, codul de mai jos afiseaza continutul din primul LI cu class='aclass'.

<h4>Exemplu querySelector()</h4>

<ul>

<li>CoursesWeb.net</li>

<li class='aclass'>MarPlo.net</li>

<li class='aclass'>GamV.eu</li>

</ul>

<p style='background:#fbfbb0;'>La clic pe urmatorul buton (preluat cu querySelector) se afiseaza la #resp continutul din primul LI cu class='aclass'.</p>

<button id='btn1'>Click</button>

<blockquote id='resp'>#resp</blockquote>

<script>

var btn = document.querySelector('#btn1');

btn.addEventListener('click', (ev)=>{

document.getElementById('resp').innerHTML = document.querySelector('li.aclass').innerHTML;

});

</script>

Incercati codul

### querySelectorAll()

Metoda **querySelectorAll()** returneaza un array cu elementele care se potrivesc cu grupul de selectori specificati.  
Sintaxa:

**var elms = document.querySelectorAll('selectori');**

- ***"selectori"*** e un sir cu unul sau mai multi selectori CSS, separati prin virgula.  
- ***elms*** e un array cu obiectele HTML selectate.  
  
Exemplu, se preiau intr-un array tag-urile LI cu class='sites', si tag-urile cu class='note' din elementul cu id='dv1' (adica selctorul: '*li.sites, #dv1 .note*'); apoi afiseaza continutul din ele.

<h4>Exemplu querySelectorAll()</h4>

<ul>

<li class='sites'>CoursesWeb.net</li>

<li class='sites'>MarPlo.net</li>

<li>GamV.eu.net</li>

</ul>

<div id='dv1'>

Cursuri Web Development - <span class='note'>querySelector si querySelectorAll</span>

</div>

<p style='background:#fbfbb0;'>Se preiau intr-un array tag-urile LI cu class='sites', si tag-urile cu class='note' din #dv1 (cu selctorul: 'li.sites, #dv1 .note'), apoi, la clic pe urmatorul buton se afiseaza la #resp continutul lor.</p>

<button id='btn1'>Click</button>

<blockquote id='resp'>#resp</blockquote>

<script>

//array cu tag-urile LI cu class='sites', si tag-urile cu class='note' din elementul cu id='dv1'

var elms = document.querySelectorAll('li.sites, #dv1 .note');

var btn = document.querySelector('#btn1');

btn.addEventListener('click', (ev)=>{

var re ='';

// parcurge array-ul elms si preia in re un sir cu continutul din fiecare element

for(var i=0; i<elms.length; i++) {

re += elms[i].innerHTML +'<br>';

}

//afiseaza sirul in #resp

document.getElementById('resp').innerHTML = re;

});

</script>

Incercati codul

*Diferenta dintre*querySelector() si querySelectorAll()*este aceea ca, querySelector() returneaza un singur obiect cu primul element HTML care se potriveste cu "selectori", dar querySelectorAll() returneaza un array cu toate elementele HTML care se potrivesc cu "selectori".*

• Pentru a limita cautarea obiectelor HTML la un singur element (nu in tot documentul), se pot aplica aceste functii la un obiect cu elementul de interes.  
Sintaxa:

**elm.querySelector('selectori')  
  
elm.querySelectorAll('selectori')**

- Iata un alt exemplu cu querySelectorAll(), selectarea se face pe un anumit element, nu pe "document".

<p style='background:#fbfbb0;'>Se preiau cu querySelectorAll() elementele din tag-ul cu id 'sites' returnate cu selctorul: 'li a'.<br>

- Cand mouse-ul e deasupra urmatoarelor link-uri, se adauga in caseta de text adresa de la 'href'.</p>

Adresa URL: <input type='text' id='txt1' />

<ul id='sites'>

<li><a href='//coursesweb.net/javascript' title='Curs JavaScript'>Curs JavaScript</a></li>

<li><a href='//marplo.net/' title='Cursuri online'>Cursuri online</a></li>

</ul>

<script>

var txt1 = document.getElementById('txt1');

// preia tag-urile A din LI adaugate in elementul cu id='dv1'

var elms = document.getElementById('sites').querySelectorAll('li a');

// parcurge array-ul elms si inregistreaza 'mouseenter' la fiecare

for(var i=0; i<elms.length; i++){

elms[i].addEventListener('mouseenter', (ev)=>{

txt1.value = ev.target.href;

});

}

</script>

# createElement si insertBefore

## Curs Javascript

[**Home**](https://marplo.net/)[**Engleza**](https://marplo.net/engleza)[**Spaniola**](https://marplo.net/spaniola)[**Html**](https://marplo.net/html)[**CSS**](https://marplo.net/css)[**PHP-MySQL**](https://marplo.net/php-mysql)[**Ajax**](https://marplo.net/ajax)[**Blog**](https://marplo.net/blog)[**Forum**](https://marplo.net/forum/)[**Games**](https://gamv.eu/)

Top of Form

![](data:image/x-wmf;base64,183GmgAAAAAAAGAAYABgAAAAAABxVwEACQAAAzUAAAABAAkAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAmAAYAADAAAAHgAHAAAA/AIAAPDw8AAAAAQAAAAtAQAACQAAAB0GIQDwAGAAYAAAAAAABAAAACcB//8DAAAAAAA=)

Bottom of Form
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**createElement()** si **insertBefore()** sunt doua functii (metode) JavaScript care sunt folosite pentru a adauga elemente noi in pagina HTML, create dinamic cu JavaScript. De obicei aceste functii sunt folosite impreuna.

### createElement('tag')

Metoda **createElement('tag')** creaza in JS un obiect cu elementul HTML specificat la 'tag'.  
Sintaxa generala este urmatoarea:

**document.createElement('tag')**

- Unde 'tag' este denumirea tag-ului pentru elementul care va fi creat (pentru <p> paramerul va fi 'p', pentru <div> parametrul va fi 'div', iar pentru o casuta <input> se specifica 'input').  
  
Obiectul creat cu **createElement()** reprezinta un element HTML gol in JavaScript. La acesta se poate adauga continut cu **innerHTML** si atribute cu **setAttribute()**.  
Iata un exemplu in care este creat tag-ul <h3> la care se adauga un atribut 'class' si continut.

var elm = document.createElement('h3');

elm.setAttribute('class', 'o\_clasa')

elm.innerHTML ='Textul din eticheta H3 creata dinamic';

console.log(elm);

- Acest cod va crea un obiect in JS ce contine urmatorul cod HTML

<h3 class='o\_clasa'>Textul din eticheta H3 creata dinamic</h3>

*Similar pot fi create si alte tag-uri (elemente) HTML, pentru un <div>, in loc de 'h3' scrieti 'div', si tot asa pt. 'span', 'br', 'li', ... etc.*

Acum trebuie doar adaugat acest obiect in pagina, in locul unde dorim. Pentru aceasta se poate folosi metoda **insertBefore()**, prezentata in contnuare.

### insertBefore()

Metoda **insertBefore()** adauga un obiect HTML din JS imediat inaintea altui element din pagina luat ca referinta, din interiorul unui element parinte.  
Sintaxa generala este urmatoarea:

**parinte.insertBefore(element\_nou, referinta);**

- 'element\_nou' este obiectul din JS cu elementul HTML pe care dorim sa-l adaugam.  
- 'referinta' este elementul HTML din pagina inaintea caruia va fi adaugat 'element\_nou'.  
- 'parinte' este elementul parinte, in care se afla 'referinta' si unde va fi adaugat si 'element\_nou'

*Daca 'referinta' are valoarea****null****, 'element\_nou' va fi adaugat la sfarsitul listei nod-urilor copil din 'parent', devenind astfel ultimul nod copil al acestuia.*

Iata un exemplu din care sa intelegeti mai bine.  
La click pe un buton, va fi adaugat un tag H3 inaintea unui aume DIV (cu id='rpr').

<h4>Exemplu cu insertBefore()</h4>

<p>La click pe urmatorul buton, va fi adaugat un tag H3 creat cu createElement(), inaintea unui DIV cu id='rpr'.</p>

<button id='btn1'>Add H3</button>

<div id='rpr'>#rpr, elementul de reper.</div>

<script>

// Functia ce creaza noul element si-l adauga inaintea unui cadru cu id='rpr'

function add\_h3(){

// Creaza noul element H3 si ii adauga o clasa si continut

var elm = document.createElement('h3');

elm.className ='o\_clasa';

elm.innerHTML = 'Textul din eticheta H3 creata dinamic';

// Creaza obiectul cu elementul de reper (Adaugati-i si valoarea null pentru a vedea diferenta)

var reper = document.getElementById('rpr');

// Adauga elementul nou inaintea celui de reper (Parinte este body)

document.body.insertBefore(elm, reper);

}

document.getElementById('btn1').addEventListener('click', add\_h3);

</script>

Incercati codul

- Demo:

Elementul de reper

*Daca elementul parinte nu e BODY, ci un alt DIV, TABLE ori altceva, il preluati mai intai intr-un obiect (ex.: parinte=document.getElementById('id\_parinte');) apoi il includeti in formula cu 'parinte.insertBefore()'*

### Adaugare automata casete input in formular

Iata un exemplu practic si util de folosire a metodelor **createElement()** si **insertBefore()** pentru a adauga automat casute text intr-un formular.  
Explicatiile necesare sunt in codul scriptului.

<h4>Exemplu createElement() si insertBefore()</h4>

<p>La clic pe butonul 'Adauga caseta' se adauga automat cate o casete de text in formular.</p>

<form action='#'>

Text: <input type='text' name='nume[]' />

<input type='submit' value='Submit' id='submit' /><br><br>

<input type='button' id='btn1' value='Adauga caseta' />

</form>

<script>

// Functia creaza elementul input si-l adauga inaintea butonului Submit

function add\_input(){

// Seteaza noul element input, cu atributul type=text si name=nume[]

var elm = document.createElement('input');

elm.setAttribute('type', 'text');

elm.setAttribute('name', 'nume[]');

elm.style.display = 'block'; // Seteaza display:block; pt. a afisa casutele unele sub altele

// Seteaza obiectele cu elementul de reper (Submit) si cadru parinte

var reper = document.getElementById('submit');

var parinte = reper.parentNode;

// Adauga elementul nou inaintea celui de reper

parinte.insertBefore(elm, reper);

}

//la click pe #btn1 apeleaza add\_input()

document.getElementById('btn1').addEventListener('click', add\_input);

</script>

Incercati codul

# reare scripturi avansate Javascript - PHP
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Codul PHP este executat pe server iar datele de iesire sunt transmise la navigatorul web.  
Codul JavaScript este executat de browser pe calculatorul utilizatorului, dupa excutia codului de pe server.  
Combinand aceste doua limbaje de programare web, se pot obtine scripturi JavaScript dinamice, cu rezultate in functie de datele primite si procesate de server. Astfel, aceeasi pagina de site poate contine un cod JavaScript pentru un utilizator si alt cod JS in cazul altui utilizator.  
  
- Sunt 2 modalitati de a combina JavaScript cu PHP ca sa se obtina un rezultat dinamic sau personalizat:

1. Prin scrierea intregului script JS in codul PHP si adaugarea acestuia in pagina web cu functia PHP "echo" (sau "print").
2. <?php
3. echo '<script> var str ="Cod JS"; </script>';
4. ?>

*Atentie, trebuie sa tineti cont de modul de lucru al ghilimelelor din cod, astfel incat ceea ce va fi returnat de "echo" sa fie un script JS ca si cum a fost scris in codul HTML.*

1. Prin adaugarea in scriptul JS din codul HTML doar a variabilelor PHP necesare scriptului JavaScript (returnand valoarea cu "echo").
2. <script>
3. var str ='<?php echo $var\_php; ?>';
4. </script>

- Ambele variante de cod trebuie scrise in fisiere php ca sa poata fi procesate de modulul PHP.  
  
In continuare sunt explicate cateva exemple practice din care sa intelegeti modul de combinare PHP-JavaScript si utilitatea acestuia.

### Alert cu nume utilizator

De exemplu, intr-o pagina web cu sistem de autentificare sa fie afisata o fereastra Alert cu numele utilizatorului dupa ce s-a autentificat.  
In acest caz, presupunem ca numele de utilizator e stocat in PHP intr-o variabila de sesiune: $\_SESSION['nume'].  
Folosind prima metoda, codul PHP ar fi urmatorul:

<?php

session\_start(); // Aceasta functie trebuie scrisa la inceputul fisierului php

// Cod php ...

echo '<script>alert("Bine ai venit '. $\_SESSION['nume']. '");</script>';

?>

Sau a doua varianta:

<?php

session\_start(); // La inceputul paginii php

?>

<!-- Cod HTML -->

<script>

var user ="<?php echo $\_SESSION['nume']; ?>";

alert('Bine ai venit '+ user);

</script>

- O astfel de fereastra Alert poate fi utila in cazul notificarii utilizatorului cu date ce pot fi extrase de PHP dintr-o baza de date sau fisier, cum ar fi instiintarea unui nou mesaj privat.

### Ceas cu ora de pe server

Un ceas facut si afisat in pagina cu JavaScript va afisa ora de la calculatorul vizitatorului. Daca se doreste afisarea unei aceleasi date (de pe server) pentru toti vizitatorii, cum ar fi in cazul unor jocuri, trebuie adaugat in scriptul JS timpul de pe server, dupa cum e si in urmatorul exemplu:

<div id='tag\_ora'></div>

<script>

// Script ora server-time, de la https://marplo.net

// Preia data serverului prin PHP

var dt\_serv = new Date(<?php echo date('y,n,j,G,i,s'); ?>);

// Defineste variabilele JS de lucru

var ore = dt\_serv.getHours() // Preia ora

var minute = dt\_serv.getMinutes() // Preia minutele

var secunde = dt\_serv.getSeconds() // Preia secundele

// Functia de prelucrare si afisare a datelor

function ceas(){

secunde++;

if(secunde>59){

secunde = 0;

minute++;

}

if(minute>59){

minute = 0;

ore++;

}

if(ore>23) ore = 0;

var output ='<h4>Ora server - '+ore+':'+minute+':'+secunde+'</h4>';

document.getElementById('tag\_ora').innerHTML = output;

}

// Apeleaza functia la fiecare secunda

setInterval('ceas()', 1000);

</script>

- Testati singuri pt. a vedea rezultatul.

### Afisare date cu JavaScript de la PHP, in functie de o adresa URL

Ati vazut in site-urile pt. trafic sau afisare banner ca e necesar adaugarea in pagina a unui mic cod JS cu o anume adresa URL la atributul "src".  
Acestea folosesc acelasi principiu, de combinare PHP cu JavaScript.  
Adresa din codul ce trebuie adaugat in pagina apeleaza un script PHP, acesta preia cu **$\_GET** parametri din adresa URL primita si in functie de acestia prelucreaza datele pe server si construieste pentru returnarea rezultatului un cod JavaScript si HTML (*fara tagul <script>*) care va determina afisarea in pagina (cu **document.write**, sau **innerHTML** intr-un anume tag) a unui cod HTML pt. banner, trafic, top, ... etc.  
Ca sa intelegeti mai bine, experimentati urmatorul exemplu:  
  
1. Creati pe server un fisier php, cu denumirea "phpjs\_test.php", si adaugati urmatorul cod:

<?php

// Exemplu test, de la https://marplo.net

// Creaza o un array cu denumiri

$ids =[1=>'php-mysql', 2=>'javascript', 3=>'html'];

// Preia id-ul de la adresa URL

// Va returna cu echo un link (cu denumirea asociata din array) intr-un cod specific JavaScript (document.write)

if(isset($\_GET['id'])){

if($sir = $ids[$\_GET['id']]){

// Va determina afisarea unui link in pagina apelanta

echo 'document.write("<a href=\'https://marplo.net/'. $sir. '\'>Curs '. $sir. '</a>");';

}

}

?>

2. In acelasi director de pe server creati un fisier html (ex. "test\_jsphp.html") in care adaugati urmatorul cod:

<script src='phpjs\_test.php?id=2'></script>

- Apelati acest fisier html de pe server. Rezultatul va fi afisarea (*determinata de "document.write()"*) in pagina a unui link ce a fost definit in scriptul php in functie de 'id' din adresa de la "src".  
  
Similar se pot determina spre afisare banere sau orice altceva construit cu html in interiorul comezii "document.write()".

# classList - Lucru cu clase css
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**classList** e o proprietate JavaScript prin case se poate lucra cu clase CSS la elementele HTML, utila pentru a adauga, elimina, inlocui si comuta clase CSS la elemente HTML. Contine un obiect-lista a atributului class.  
Sintaxa:

**element.classList**

- Daca atributul 'class' nu e setat, sau e gol, codul: **element.classList.length** returneaza 0.

## Metode classList

Obiectul continut de proprietatea classList are aceste metode:

* **add(class1, class2, ..)** - adauga unul sau mai multe clase la un element. Daca clasa specificata exista deja, nu va fi adaugata.
* **contains(class)** - Pentru a verifica daca un element contine sau nu o anumita clasa css. Returneaza True daca elementul contine numele de clasa specificat; altfel, False.
* **item(index)** - returneaza numele clasei cu numarul de index specificat (indexul incepe de la 0) sau Null daca indicele specificat este in afara intervalului.
* **remove(class1, class2, ..)** - elimina unul sau mai multe clase css dintr-un element.
* **replace(oldClass, newClass)** - inlocuieste o clasa existenta cu alta noua.
* **toggle(class, [true|false])** - Cand e adaugat un singur argument, comuta acea clasa. Daca exista deja, ***o sterge si returneaza false***, daca nu exista, ***o adauga si returneaza true***.  
  Al doilea parametru e optional (true sau false) forteaza clasa sa fie adaugata sau eliminata, indiferent daca aceasta exista deja sau nu.  
  De exemplu:  
  - Elimina o clasa:

element.classList.toggle('classToRemove', false);

- Adauga o clasa:

element.classList.toggle('classToAdd', true);

### Exemple cu classList

1. Adauga doua clase css la un <div>:

var div1 = document.getElementById('div1');

div1.classList.add('cls\_1', 'cls\_2');

2. Elimina o clasa css de la un <div>:

var div1 = document.getElementById('div1');

div1.classList.remove('cls\_2');

3. Verifica daca un <div> contine sau nu o anumita clasa css:

var div1 = document.getElementById('div1');

if(div1.classList.contains('cls\_1')) alert('.cls\_1 in #div1');

else alert('.cls\_1 not in #div1');

4. Inlocuieste clasa 'foo' cu 'bar':

var div1 = document.getElementById('div1');

div1.classList.replace('foo', 'bar');

5. Daca 'visible' e setat, il elimina; altfel, il adauga:

var div1 = document.getElementById('div1');

div1.classList.toggle('visible');

# Definire si Utilizare Clase in JavaScript

## Curs Javascript

[**Home**](https://marplo.net/)[**Engleza**](https://marplo.net/engleza)[**Spaniola**](https://marplo.net/spaniola)[**Html**](https://marplo.net/html)[**CSS**](https://marplo.net/css)[**PHP-MySQL**](https://marplo.net/php-mysql)[**Ajax**](https://marplo.net/ajax)[**Blog**](https://marplo.net/blog)[**Forum**](https://marplo.net/forum/)[**Games**](https://gamv.eu/)

Top of Form

![](data:image/x-wmf;base64,183GmgAAAAAAAGAAYABgAAAAAABxVwEACQAAAzUAAAABAAkAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAmAAYAADAAAAHgAHAAAA/AIAAPDw8AAAAAQAAAAtAQAACQAAAB0GIQDwAGAAYAAAAAAABAAAACcB//8DAAAAAAA=)

Bottom of Form

* [Clase JS - Proprietati si Metode](https://marplo.net/javascript/definire-utilizare-clase-js" \l "hshpmc" \o "Clase JS - Proprietati si Metode)
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Ca sa definiti o clasa in JavaScript, se poate folosi direct declaratia **clss** cu numele clasei.

**class numeClasa {**

**constructor(params){**

**//proprietati**

**}**

**//metode**

**}**

- Un alt mod, adaugarea clasei la o variabila:

**let varClasa = class {**

**constructor(params){**

**//proprietati**

**}**

**//metode**

**}**

Diferenta este faptul ca "varClasa" este o variabila, valoarea ei poate fi schimbata.  
  
- "params" reprezinta argumentele care se transmit cand e creat un obiect al clasei (cu cuvantul **new**).

**let obj = new numeClasa(argumente);**

**//sau**

**let ob2 = new varClasa(argumente);**

## Clase JS - Proprietati si Metode

Proprietatile se definesc in **constructor()**, folosind cuvantul: **this**.  
constructor() e o metoda speciala care e automat apelata cand se creaza o instanta de obiect al clasei (prin cuvantul: ***new***).  
In corpul clasei, proprietatile si metodele se apeleaza aplicand cuvantul: ***this*** (sau numele clasei pentru ***metode statice***).  
In afara clasei, proprietatile si metodele se apeleaza folosind numele instantei de obiect (sau numele clasei pentru ***metode statice***).  
  
- Exemplu de clasa simpla JavaScript:

<div id='ex\_res'>Aici e afisat rezultatul.</div>

<script>

class Rectangle {

//primeste doua argumente la crearea unui obiect al clasei

constructor(width, height){

//setare proprietati

this.width = width;

this.height = height;

}

//o metoda simpla, foloseste proprietatile definite in constructor

area(){

return this.width \* this.height;

}

//alta metoda (primeste un argument); ca sa vedeti cum se apeleaza o metoda in alta

multipliArea(n){

return this.area() \*n;

}

}

//utilizare, creare instanta de obiect a clasei, cu new

let ob\_rect = new Rectangle(5, 3);

//preia valorile returnate de metodele area() si multipliArea()

var area = ob\_rect.area();

var m\_area = ob\_rect.multipliArea(3);

//adauga in elementul html #ex\_res valorile de la area si m\_area

document.getElementById('ex\_res').innerHTML ='area() method returned: '+ area +'<br>multipliArea(3) returned: '+ m\_area;

</script>

Incercati codul

### Metode Statice

Metodele statice din corpul clasei se creaza folosind cuvantul: **static**.  
Atat in interiorul cat si in exteriorul clasei, metodele statice se apeleaza cu "numele-clasei".

*O metoda statica nu poate fi apelata cu "this", nici prin numele instantei de obiect.*

- Exemplu:

<div id='ex2\_res'>Aici e afisat rezultatul.</div>

<script>

class User {

//primeste un nume de user cand se creaza un obiect de clasa

constructor(user){

//setare proprietate

this.user = user;

}

//metoda statica

static Hello(name){

return 'Hello '+ name;

}

//metoda standard, ca sa vedeti cum se apeleaza o metoda statica in clasa

titleHello(){

var re = User.Hello(this.user);

return '<h2>'+ re +'</h2>';

}

}

//utilizare, creaza un obiect al clasei

let ob\_usr = new User('MarPlo');

//adauga in elementul html #ex2\_res valoarea returnata de titleHello()

document.getElementById('ex2\_res').innerHTML = ob\_usr.titleHello();

//preia valoarea returnata de metoda statica (folosind numele clasei)

var hello = User.Hello('Peace');

alert(hello);

</script>

Incercati codul

### Mai multe instante de obiect ale unei clase

Se pot crea mai multe instante de obiect cu aceeasi clasa, cu valori diferite.  
- Exemplu:

<div id='ex\_hi1'>#ex\_hi1 div</div>

<div id='ex\_hi2'>#ex\_hi2 div</div>

<script>

class Test {

constructor(name){

this.name = name;

}

//adauga 'Helo name' in elementul HTML #id

addHello(id){

document.getElementById(id).innerHTML ='<h3>Hello '+ this.name +'</h3>';

}

}

//prima instanta de obiect

let ob1 = new Test('Happines');

ob1.addHello('ex\_hi1'); //apeleaza metoda cu ID-ul unui Div

//a doua instanta de obiect

let ob2 = new Test('Peace');

var hi2 = ob2.addHello('ex\_hi2'); //apeleaza metoda cu alt ID

</script>

Incercati codul

### Metode de clasa Getter si Setter

Sintaxa getter/setter exista pentru proprietati care se definesc bazate pe anumite conditii sau alte proprietati.  
Metoda "getter" se defineste cu cuvantul: **get**.  
Metoda "setter" se defineste cu cuvantul: **set**.  
"getter" si "setter" trebuie sa aibe acelasi nume.  
Metoda setter trebuie sa aibe un argument. Este apelata automat cand se atribuie o valoare unei proprietati cu acelasi nume ca 'setter'; valoarea atribuita va fi argumentul transmis metodei.  
  
- Puteti intelege din codul din acest exemplu:

<div id='ex3\_res'>Aici e afisat rezultatul.</div>

<script>

class Article {

constructor(){

this.th1 ='No title';

}

//getter, returneaza valoarea proprietatii th1 setata in setter

get title(){

return this.th1;

}

//setter, e apelata cand o valoare (val) e atribuita proprietatii: title

set title(val){

if(val !='') this.th1 ='<h1>'+ val +'</h1>';

}

}

//creaza obiect al clasei

let ob\_art = new Article();

//seteaza o valoare proprietatii: title

//aceasta va apela automat metoda setter title() cu valoarea ca argument

ob\_art.title ='MarPlo.net - Clase JS';

//acest cod apeleaza automat metoda getter: title()

var th1 = ob\_art.title;

//adauga in elementul html #ex3\_res valoarea de la th1

document.getElementById('ex3\_res').innerHTML = th1;

</script>

Incercati codul

# Subclase cu extends si Mostenire
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## Creare subclase cu extends

In JavaScript se pot crea subclase (ca o clasa copil al altei clase, denumita parinte) folosind cuvantul: **extends**.  
Subclasa mosteneste si poate extinde proprietatile si metodele din clasa parinte.  
Daca subclasa nu are constructor(), va folosi metoda constructor() din clasa parinte.  
  
- Exemplu:

<div id='ex\_res'>Shows response</div>

<script>

//Clasa parinte

class User {

constructor(name){

//seteaza proprietate

this.name = name;

}

//metoda

sayHi(){

return 'Hello '+ this.name;

}

}

//Subclasa

class Gamer extends User {

//metoda foloseste proprietatea name definita in clasa parinte

sayBye(){

return 'Goodbye '+ this.name;

}

}

//Utilizare

//creaza un obiect al subclasei

//transmite un argument deoarece foloseste constructor() din clasa parinte

let ob\_gbr = new Gamer('MarPlo');

//apeleaza metoda sayHi() definita in clasa parinte (User)

var hi = ob\_gbr.sayHi();

//apeleaza metoda definita in subclasa

var bye = ob\_gbr.sayBye();

//adauga valorile de la 'hi' si 'bye' in Div #ex\_res

document.getElementById('ex\_res').innerHTML ='<h3>'+hi+'<br>'+bye+'</h3>';

</script>

Incercati codul

### Clase JS - Mostenire, super

Subclasa mosteneste proprietatile si metodele definite in clasa parinte (inclusiv metodele statice).  
Daca exista constructor() in subclasa, inainte de a folosi cuvantul "**this**" se aplica: **super()**.  
**Pentru a rescrie proprietati si metode din clasa parinte**, se definesc iar in subclasa.  
  
- Exemplu:

<div id='ex\_res'>Shows response</div>

<script>

//Clasa parinte

class Parent {

constructor(name){

//seteaza proprietate

this.name = name;

}

//metoda

sayHi(){

return 'Hello '+ this.name;

}

}

//Subclasa

class Child extends Parent {

constructor(name){

//aplica super ca sa includa constructor() din clasa parinte, transmitand argumentul necesar

super(name);

//aici se pot rescrie sau adauga proprietati noi

this.site ='CoursesWeb.net';

}

//rescrie metoda din parinte

sayHi(){

return 'From Subclass, site: '+ this.site +'<br>Hello '+ this.name;

}

}

//Utilizare

//creaza un obiect al subclasei Child

let obj = new Child('MarPlo');

//apeleaza metoda sayHi(), rescrisa in clasa copil

var hi = obj.sayHi();

//afisaza valoarea de la 'hi' in Div #ex\_res

document.getElementById('ex\_res').innerHTML ='<h2>'+hi+'</h2>';

</script>

Incercati codul

### Metode de clase si super

Cuvantul **super** se foloseste pentru a apela metodele corespunzatoare din clasa de baza (parinte). Se foloseste cand nu se vrea rescrierea completa a unei metode, ci adaugarea de instructiuni noi la cele deja existente in metoda din clasa de baza.  
Clasele furnizeaza cuvantul "super" pentru:

* **super(parametri)** - apeleaza constructor() din parinte, cu parametri necesari (numai in constructor()).
* **super.metoda(parametri)** - awpeleaza o metoda din clasa de baza. Returneaza valoarea returnata de metoda din clasa parinte.

- Exemplu:

<div id='ex\_res'>Shows response</div>

<script>

//Clasa parinte

class Parent {

constructor(name){

//seteaza proprietate

this.name = name;

}

//metoda

sayHi(){

return 'Hello '+ this.name;

}

}

//Subclasa

class Child extends Parent {

constructor(name, site){

//aplica super ca sa includa constructor() din clasa parinte, transmitand argumentul necesar

super(name);

//aici se pot rescrie sau adauga proprietati noi

this.site = site;

}

//refoloseste metoda din parinte

sayHi(){

var hi = super.sayHi(); //retine datele returnate de metoda

//aici se pot adauga noi instructiuni

return hi +'<br>From: '+ this.site;

}

}

//Utilizare

//creaza un obiect al subclasei Child

let obj = new Child('MarPlo', 'CoursesWeb.net');

//apeleaza metoda sayHi() redefinita in clasa copil

var hi = obj.sayHi();

//afisaza valoarea de la 'hi' in Div #ex\_res

document.getElementById('ex\_res').innerHTML ='<h2>'+hi+'</h2>';

</script>

Incercati codul

#### super la metode statice

Instructiunea "super" se poate aplica si la metode statice.  
- Exemplu:

<script>

//clasa de baza

class Parent {

//metoda statica

static sayHi(name){

alert('Hello '+ name +' de la Parinte');

}

}

//Subclasa

class Child extends Parent {

//redefineste metoda statica

static sayHi(name, name2){

super.sayHi(name); //include metoda de la parent

alert('Hello '+ name2 +' de la Subclasa');

}

}

//apeleaza metoda statica din subclasa

Child.sayHi('MarPlo', 'Gamv');

</script>

# Creare clase in JavaScript cu Metode care pot fi inlantuite
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In aceasta lectie puteti invata cum se pot crea clase in JavaScript **cu metode care pot fi inlantuite**.  
Inlantuirea metodelor inseamna accesarea mai multor metode, sau functii ale unui obiect, intr-o singura instructune.

**obiect.metoda\_1().metoda\_2()**

Cerinta prin care se pot accesa metode inlantuite este ca metoda precedenta (*aici metoda\_1()*) sa returneze instanta de obiect (**this**).  
• Sintaxa:

**class NumeClasa {**

**constructor(){**

**//aici se pot defini proprietati**

**}**

**metoda\_1(){**

**// un cod JavaScript**

**return this; // returneaza instanta de obiect**

**}**

**metoda\_2(){**

**// instructiuni JavaScript**

**}**

**}**

- Iata un exemplu, un o clasa JavaScript prin care se pot calcula aria si perimetrul dreptunghiului (vedeti comentariile din cod si testati-l).

class Rectangle {

constructor(){

//proprietati

this.a =0;

this.b =0;

}

// seteaza valorile pt. a si b

setAB(a1, b1){

this.a = a1;

this.b = b1;

return this; // returneaza instanta de obiect

}

// returneaza aria

area(){

return this.a \* this.b;

}

// returneaza perimetru

perimeter(){

return 2 \* (this.a + this.b);

}

}

// creaza o instanta de obiect a clasei

var obR = new Rectangle();

// seteaza valorile laturilor si obtine aria si perimetru

var area = obR.setAB(7, 8).area();

var perimeter = obR.setAB(7, 8).perimeter();

// test

document.write('Aria = '+ area +'<br>Perimetru = '+ perimeter);

Incercati codul

### Multiple metode inlantuite

Se pot apela mai mult de doua metode inlantuite, folosind acelasi principiu: toate metodele accesate precedent trebuie sa returneze instanta de obiect (**this**).

- Iata un exemplu de inlantuire trei metode. O clasa JavaScript ce poate crea un tag HTML, cu ID, atribut "class" si continut (studiati codul si testati-l).

class setTag {

constructor(){

//proprietati

this.id = ''; // atributul id

this.cls = ''; // atributul class

}

// seteaza id-ul

setId(id1){

this.id = ' id="'+ id1 +'"';

return this; // returneaza instanta de obiect

}

// seteaza atributul class

setClass(cls1){

this.cls =' class="'+ cls1 +'"';

return this; // returneaza instanta de obiect

}

// returneaza tag-ul HTML si continutul

getTagCnt(tag, cnt){

return '<'+ tag + this.id + this.cls +'>'+ cnt +'</'+ tag+ '>';

}

}

// creaza o instanta de obiect a clasei

var obTag = new setTag();

// variabile cu tipul tag-ului si continut

var tag = 'div';

var cnt = 'https://marplo.net';

// apeleaza metodele inlantuite pt. setare ID, "class", si obtine un <div> cu aceste atribute si continut

var getTag = obTag.setId('some\_id').setClass('a\_class').getTagCnt(tag, cnt);

// test

document.write(getTag); //<div id="some\_id" class="a\_class">https://marplo.net</div>

Incercati codul

Instructiunea cu metodele inlantuite din codul de mai sus:

var getTag = obTag.setId('some\_id').setClass('a\_class').getTagCnt(tag, cnt);

E la fel cu acest cod:

// seteaza pe rand ID-ul, "class", apoi obtine tag-ul cu continutul

obTag.setId('some\_id');

obTag.setClass('a\_class');

var getTag = obTag.getTagCnt(tag, cnt);

# avaScript Worker
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* [Primire date in fisierul worker](https://marplo.net/javascript/worker-js" \l "hsh2" \o "Primire date in fisierul worker)
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Web Worker e un obiect JavaScript care ruleaza in fundal, fara sa afecteze performantele paginii. Codul din worker poate efectua diferite sarcini fara sa interfereze cu pagina din browser.  
In pagina, un script JS poate face diferite instructiuni: click-uri, selectare, afisare date, etc., in timp ce codul din worker efectueaza alte instructiuni.

### Creare Web Worker

In general, un web worker se creaza intr-un fisier JS separat pe server, de exemplu ***worker.js***. Acest fisier contine codul care ruleaza in fundal.  
  
Se poate executa orice cod JS in fisierul worker, cu unele exceptii.  
Nu se poate manipula DOM direct din worker, nuci nu se pot folosi proprietati si metode implicite din obiectele **window**, **document**, si **parent**. Dar se pot folosi multe obiecte din window, incluzand: **XMLHttpRequest** (Ajax), **WebSockets**, **Navigator** si **IndexedDB**.  
  
In pagina in care vreti sa utilizati codul dintr-un web worker, creati o instanta de obiect **Worker** cu aceasta sintxa.

**if(window.Worker){**

**var wrk = new Worker('worker.js');**

**}**

- Dupa ce e creat un cod JavaScript in fisierul **worker.js** (sau orice alt nume vreti), poate sa trimita date la obiectul **Worker**.  
  
Datele sunt trimise intre codul din fisierul worker si cel din pagina printr-un sistem de mesagerie — ambele parti trimit date cu metoda **postMessage()**, si pot receptiona datele prin evenimentul **onmessage**. Datele sunt stocate in proprietatea **event.data**.

### Exemplu simplu cu JavaScript Worker exampe

Urmatorul exemplu afiseaza un contoar care ruleaza continuu intr-un fisier worker. Scriptul e salvat intr-un fisier "workers\_ex.js" si folosit intr-o pagina wen.

#### Cod in workers\_ex.js

var ic =0;

function timedCount(){

ic++;

postMessage(ic);

setTimeout('timedCount()', 500);

}

timedCount();

#### Cod in pagina web

<h4>Exemplu JavaScript Worker</h4>

<blockquote>Contor: <b id='resp'></b></blockquote>

<button id='bt\_startw'>Start Worker</button> -

<button id='bt\_stopw'>Stop Worker</button> -

<script>

var wrk; //pt. obiectul Worker

var resp = document.getElementById('resp');

function startWorker(){

if(window.Worker){

//daca wrk e undefined sau false, il defineste

if(!wrk) wrk = new Worker('javascript/worker\_ex.js');

//addauga in #resp datele primite de la worker

wrk.addEventListener('message', (ev)=>{

resp.innerHTML = ev.data;

});

}

}

function stopWorker(){

wrk.terminate();

wrk = false;

}

//click-ul la butoanele Start /Stop Worker

document.getElementById('bt\_startw').addEventListener('click', startWorker);

document.getElementById('bt\_stopw').addEventListener('click', stopWorker);

</script>

Incercati codul

### Primire date in fisierul worker

Scriptul din pagina poate sa trimita date la worker cu metoda **postMessage()**.

**var wrk = new Worker('worker.js');  
wrk.postMessage('Date trimise la worker');**

Scriptul din worker receptioneaza datele prin evenimentul **onmessage**, in proprietatea **event.data**.

**addEventListener('message', (ev)=>{**

**var data = ev.data;**

**}**

*Se pot trimite orice tip de date cu****postMessage()****: string, number, array, object, boolean.*

- Exemplu, cand utilizatorul tasteaza un text intr-o caseta input, textul e trimis ca sir la un worker care trimite inapoi la pagina un obiect cu textul inversat si numarul de caractere.

#### Cod in worker\_ex.js

//la receptionare date din pagina

addEventListener('message', (ev)=>{

var str = ev.data;

//obiect cu datele care sa fie trimise cu postMessage()

var re ={s:str.split('').reverse().join(''), n:str.length};

postMessage(re);

}

#### Cod in webpage

<h4>Exemplu date catre worker</h4>

<p>Tastati orice text in caseta urmatoare:</p>

Text: <input type='text' id='inp1'/>

<blockquote id='resp'>Aici afiseaza textul inversat si numarul de caractere.</blockquote>

<script>

var resp = document.getElementById('resp');

//defineste obiect Worker, daca e valabil in browser

var wrk = (window.Worker) ? new Worker('javascript/worker\_ex.js') :false;

//daca wrk defint

if(wrk){

//la tastare text in input

document.getElementById('inp1').addEventListener('keyup', (ev)=>{

wrk.postMessage(ev.target.value); //trimite date la worker

});

//preia date de la worker

wrk.addEventListener('message', (ew)=>{

if(ew.data.n) resp.innerHTML ='Text inversat: '+ ew.data.s +'<br>Nr. caractere: '+ ew.data.n;

});

}

</script>

Incercati codul

*In mod normal, web-worker nu se foloseste pentru astfel de scripturi simple, ci mai mult pentru sarcini intensive ale procesorului, in aplicatii precum jocuri, WebSockets si solicitari ajax repetitive.  
Pentru depanarea codului din fisierul worker, se poate folosi metoda****console.log()****in acel fisier.*

### Terminare Worker

Cand se creeaza un obiect Worker, acesta va continua sa detecteze mesajele chiar si dupa terminarea scriptului extern, pana cand acesta va fi terminat /inchis.  
Pentru terminarea unui worker (eliberand astfel resursele), se foloseste metoda **terminate()**.

**workerObj.terminate()**

In fisierul worker se poate inchide singur cu metoda **close()**.

**//fisier worker**

**// codul..**

**if(conditie) close();**

### Includere scripturi externe in fisier worker

Cu functia **importScripts()** se pot include unul sau mai multe scripturi externe in fisierul worker.

**importScripts('foo.js'); //include foo.js**

**importScripts('foo.js', 'bar.js'); //include doua scripturi**

**importScripts('//example.com/hello.js'); //include script din alt domeniu**

Browserul incarca si executa fiecare script inclus. Obiectele globale din fiecare script pot fi apoi folosite de worker.

# Utilizare EventSource pentru evenimente de la server

## Curs Javascript
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Cu SSE (Server-Sent Events - Evenimente trimise de server) pagina web poate sa primeasca automat date de la server fara solicitari de trimitere.

### Primirea de evenimente de la server

Evenimentele SSE sunt unidirectionale; mesajele sunt transmise intr-un singur sens, de la server la pagina web.  
Pentru a primi automat in JavaScript notificari de la server, definiti un obiect **EventSource**, cu adresa URL a fisierului de pe server.

Sintaxa:

**var evsource = new EventSource('sse\_file.php');**

Daca fisierul e pe alt domeniu, definiti **EventSource** cu adresa acelui fisier, si un al doilea argument cu un obiect cu proprietatea **withCredentials** setata **true** (default e **false**).  
Sintaxa:

**var evsource = new EventSource('//api.example.com/sse\_file.php', {withCredentials: true});**

Dupa ce ati creat obiectul cu **EventSource**, se poate receptiona mesajul de la server prin evenimentul **message**:

**var evsource = new EventSource('sse\_file.php');**

**evsource.addEventListener('message', (ev)=>{**

**//preia notificarea de la server din eveniment (ev)**

**let data = ev.data;**

**});**

Fiecare eveniment **message** are aceste proprietati:

* **data** - textul cu notificarea de la server. Poate fi orice sir, de exemplu un sir cu obiect JSON.
* **lastEventId** - id-ul ultimului mesaj (daca e transmis de la server).

### Trimitere eveniment message de la server

Scriptul de la server care trimite evenimente stream trebuie sa transmita header-ul **Content-Type: text/event-stream**.  
Fiecare eveniment '**message**' e transmis ca text cu unul sau mai multe linii, terminat cu doua linii goale.  
Sintaxa (in PHP):

**header('Content-Type: text/event-stream');**

**echo "data:$data\n";**

**echo "retry:$retry\n";**

**echo "id=$id \n\n";**

* **$data** - o variabila cu sirul din proprietatea **data**.
* **$retry** - (optional) durata, in milisecunde dupa care va fi transmisa urmatoarea notificare. Seteaza intervalul de timp dintre notificarile de la server. Daca nu e specificat, default e 3000 (3 secunde).
* **$id** - (optional) un ID pentru notificarea curenta. Valoarea care poate fi citita in JavaScript la proprietatea **ev.lastEventId**.

*Sirul intreg cu mesajul trebuie sa se termine cu doua linii goale '\n\n'.  
Daca sirul incepe cu caracter doua-puncte (:), e considerat un comentariu si e ignorat.*

***echo ': Text ignored \n\n';***

*Daca sirul nu contine caracter doua-puncte, intreaga linie este tratata ca numele campului cu un sir de valori goale.*

### Exemplu cu eveniment de la server in JS

Iata un exemplu simplu care ajuta sa intelegeti cum functioneaza evenimentele de la server cu obiectul **EventSource**.  
- Acest exemplu afiseaza intr-un element HTML timpul (ora:minute:secunde) transmis de la server.

<h3>Exemplu eveniment de la server cu EventSource</h3>

<h4>Server-Time: <span id='ss\_time'></span></h4>

<script>

var ss\_time = document.getElementById('ss\_time');

//daca browser-ul suporta EventSource

if(window.EventSource){

//defineste un obiect EventSource object care sa primeasca date de la sse\_ex.php

var evsource = new EventSource('javascript/sse\_ex.php');

//receptioneaza datele de la server

evsource.addEventListener('message', (ev)=>{

let id = ev.lastEventId; //in caz ca e necesar id-ul mesajului

//preia si adauga data in #ss\_time

let data = ev.data;

ss\_time.innerHTML = data;

});

}

else ss\_time.innerHTML ='No server-sent events support.';

</script>

Incercati codul

Sintaxa pentru evenimentele stream de la server e simpla. Intai setati header-ul **'Content-Type'** cu valoarea **'text/event-stream'**, apoi se pot transmite evenimentele stream cu '**echo**' (in PHP).  
- Fisierul **sse\_ex.php** contine acest cod:

<?php

header('Content-Type: text/event-stream');

header('Cache-Control: no-cache'); //ca sa nu adauge datele in cache la browser

header('Access-Control-Allow-Origin: \*'); //permite acces stream doar de pe domeniu actual

$time = date('h:i:s');

$id = time(); //sa seteze id-ul cu timestamp-ul curent

//transmite evenimentul cu un interval de timp de 1 secunda (1000 milisecunde)

echo "data:$time\n";

echo "retry:1000\n";

echo "id=$id \n\n";

//trimite datele la browser

ob\_flush();

flush();

#### Terminare evenimente streams

In mod implicit, daca conexiunea dintre client si server se inchide, conexiunea este resetata.  
Pentru a termina complet conexiunea de pe partea de client, aplicati metoda **close()**.

**var evsource = new EventSource('sse\_file.php');**

**//restul codului..**

**if(conditie) evsource.close();**

*Pentru a termina complet conexiunea de pe partea de server, transmiteti fara header****"text/event-stream" Content-Type****, sau returnati un status HTTP diferit de 200 OK (ex. 404 Not Found).*

***header('HTTP/1.0 404 Not Found');  
exit();***

*- Va impiedica browserul sa restabileasca conexiunea.*

### Utilizare nume personalizat pentru evenimentul trimis de server

Cuvantul '**message**' e numele implicit pentru evenimente stream de la server, dar se poate specifica si alt nume, adaugand campul **event** in textul transmis la browser.  
Sintaxa (in PHP):

**echo 'event:event\_name\n';**

**echo "data:$data\n";**

**echo "retry:$retry\n";**

**echo "id=$id \n\n";**

Iar pe partea de client, scriptul JS poate receptiona evenimentul specificat:

**var evsource = new EventSource('sse\_file.php');**

**evsource.addEventListener('event\_name', (ev)=>{**

**//preia notificarea de la server din eveniment (ev)**

**let data = ev.data;**

**});**

- Acest cod va fi apelat automat cand serverul trimite un mesaj cu numele de eveniment "event\_name".